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Chapter 1

Introduction

Over the last decades, the popularization of the Internet has changed the needs and ways

that users interact with software, forcing a complete shift in software engineering paradigms.

Indeed, more than half of the world’s population is now connected to the Internet. Moreover,

smartphones are now generating the majority of the Internet traffic, with more than 52% of

the total data volume1. One direct reason is the increased usage and availability of mobile

applications, namely apps. The two most known mobile application store platforms (Apple

mobile application Store and Google Play), offer over 2 million apps. People depend on

apps to carry out daily activities including browsing the web, purchasing or checking bank

accounts. These activities have attracted attention of different sectors.

Several industries have transformed their retail channels by electing apps as the pri-

mary means of communication between clients and organizations. This forced an increase

on the amount of services available on mobile applications. This breadth of services, that

are usually served to the apps through Representational state transfer (REST) Application

Programming Interfaces (APIs), broadens the attack surface to actors that can reach the

back-end servers via broad open internet.

Recurrently, events such as data breaches2 put the user’s privacy on the spotlight. At

business level, evolution of data protection regulations (e.g. GDPR in Europe) are pressuring
1https://www.statista.com
2https://www.privacyrights.org/data-breaches
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service providers but there is an urge. Some previous leakages of worldwide players, such

as Facebook, show that the trade-off between security and convenience seems to always

end in big losses. If leaking personal conversations or pictures can be considered big issues,

the problem become even more critical when using sensitive personal data.

Even a properly built secure communication channel between the mobile application and

backend, using Transport Layer Security (TLS) [58] as example, can still be exploited if

a potential attacker understands how to create the API requests that explores poorly built

business logic. As instance, if an endpoint that checks the balance of a customer by taking

an account number as parameter would be easily exploited by replacing it with account

numbers of other customers. Even though proper secure software development life cycle is

in place, as the range of more complex services increases, the chance of failing in building

secure business logic raises as well.

In fact, APIs have recently became a major concern as regulations are obliging financial

institutions to open their set of services to third party access, also known as Open Bank-

ing. This enforcement have forced a fast paced development of such APIs, exposing those

institutions to new risks as they have to rapidly develop REST endpoints integrating their

transactional environment.

A generic architecture of a mobile application is illustrated in Figure 1.1, presenting the

interactions between the entities. The action starts with user interacting with the mobile

application. When the user needs to be identified and authenticated, the most common ap-

proach is to use an external authentication service that will provide accesses tokens. Those

tokens grant access to the backend server that hosts the APIs, interfacing the database that

contains the user data. By using those tokens with user consent, third party applications

can also hit the same backend server and consume the data in the same manner the mobile

application is consuming.

This great set of interactions forces data to flow into many directions, increasing the risk

of exposing sensitive data. Once the data leaves owner’s possession, it is at risk while in

transit, at rest and when processing. This means that the data life cycle requires proper

protection to keep a high standard of privacy. In other words, security assurance has to be

2



Figure 1.1: Generic mobile application ecosystem

enforced in every single communication, storage and process of every data holder and/or

processor.

The communication channel between the mobile application could be considered secure

if both of the parties can recognize each other. By pinning TLS certificates in the code, the

mobile application can guarantee that the data is delivered to the trusted backend server but

the other way around is a problem, leading to the first research question:

How can the backend server guarantee that is receiving data from a legit instance of the

mobile application?

The next concern starts when the data reaches the backend server. Companies are

increasingly relying on public cloud infrastructure to process the data. Thus, the risk of

leaking data to those providers, through side channel attacks [111], has to be considered.

Even if the data is processed on premises, this risk is also imminent from the infrastructure

management staff. This raises another research question:

Can the data processing be protected from those with access to the processing platforms

in the cloud?

3



As demonstrated before, in recent mobile applications ecosystems data is processed by

third parties. Those third parties can be not only curious but hostile. For some use cases

an analysis of anonymous data would be enough, but for other ones, sharing sensitive data

would be required. In the latter, there is an ever growing risk of the user lose the control

over his data as it might be shared many times among several entities. By knowing who,

when, how and why those entities collected and processed data, the user can ensure that

the ecosystem has a proper governance over his sensitive information. In order to reach this

level of assurance, the following question has to be answered.

Can an user share data ensuring proper data governance?

Even though those questions are broad with many potential outcomes deriving from

them, a central hypothesis can be reached from those issues: In an open API exposure

scenario, if the consumers are properly identified and their data exchange is con-

trolled, then the providers retain a level of control that can guarantee data security

and privacy.

By leveraging recent advances on privacy enhancing technologies, the work of this thesis

aims to provide solutions to those questions and support the hypothesis by raising security

standards on mobile applications even if stakeholders are openly connected. To this end,

a Trusted Execution Environment (TEE) available in the cloud providers is used as root of

trust to extract, transform and distribute any personal sensitive data, allowing data to be

analysed even anonymously when necessary. Novel methods to understand the behaviour

of the customer and detect anomalies are also presented to show the feasibility of gather-

ing knowledge without knowing the identity. Finally, by combining the TEE with Blockchain

technology, a fully decentralized super mobile application is created as an ultimate goal

of preserving privacy in an open highly connected environment. In summary this thesis

presents the following contributions:

1. Secure channel between the mobile mobile application and a trusted execution envi-

ronment: one attacker man-in-the-middle trying to retrieve information from the chan-

nel between the mobile application and an enclaved backend will face the mutual au-

thenticated end-to-end encryption channel described in the chapter 3, published [91].
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2. Interest detection of task-oriented mobile apps: the behaviour of the customer is anal-

ysed in chapter 4, published at [90], without disclosing any kind of personal identifiable

information while delivering knowledge that could be used for real-time offers.

3. Anomaly detection of mobile application behaviour based on API calls: applications

connecting to the backend have their behaviour analysed to detect any kind of anomaly

in chapter 5, in press from a conference, indicating potential attacker to the APIs.

4. Privacy Preserving Decentralised Super App: chapter 6 presents an approach of a

super mobile application in order to correctly identify, authenticate and secure third

party applications, maintaining traceability and auditability of the users’ data, with 2

publications: [92] and [21].

Explanation in details about each of those mechanisms are depicted according to the

nature of potential attackers. The next chapter presents the state-of-the-art found during

the research of those contributions, followed by the chapters demonstrating how they are

achieved. In sequence, all of the contributions are discussed in light of showing how this

could be applied in real world. The last chapter concludes the work and proposes future

work that can extend this thesis.

5



Chapter 2

State-of-the-art

This chapter is divided in three sections. The first one intends to elicit the threat model,

followed by an introduction of the technologies used to build the security and analysis mech-

anisms. The last part present all the related work found in the literature in regards to the

proposed approaches.

2.1 Threat model

Financial mobile application architectures may differ depending on various factors. One fact

that is usually determinant is the technologies available during its conception. As example,

a recent financial technology company (Fintech) may tend to adopt more cloud technologies

than a large bank that adapted legacy infrastructure to provide a customer-facing mobile ap-

plication. The reasoning for the choices has to balance trade-off between cost and security

versus institutional risk appetite. Therefore, covering all potential data flows is unfeasible.

In order to provide an updated reference of security mechanisms commonly placed in

a modern banking mobile application, Figure 2.1 presents the data flow among its potential

components. It also presents the attention hosts where issues could happen even with all

the security layers to protect the main core, the Financial Processing system.

Considering that the bank system has to provide a set of Open Banking APIs, which

is the case for Europe with PSD2 as instance, both mobile application and third parties

6



Figure 2.1: Data flow and its attention points (red)

would consume the same set of APIs. Current best practices [7] recommends that a Web

Application Firewall (WAF) should be placed in front of all APIs, which becomes the entry

point exposed to all internet.

WAF is a security solution that sits in front of a web application and monitors incoming

traffic for malicious requests. It checks each request against a set of rules or a rule-based

system to determine if the request is legitimate or if it represents an attempted attack. If

the WAF determines that a request is malicious, it can block the request and prevent it

from reaching the web application. WAFs can also provide other security features such as

logging, intrusion detection, and blocking of known malicious IPs.

Web Application Firewall (WAF) typically includes the following features:

• Request filtering: WAFs examine each incoming request and block those that do not

comply with the set of rules or that match known attack patterns.

7



• Common web application vulnerabilities protection: modern WAFs can protect against

common vulnerabilities that are defined in the OWASP ModSecurity Core Rule Set

(CRS), providing a first line of defense to the service layer .

• IP blocking: WAFs can block traffic from known malicious IP addresses.

• DDoS protection: Distributed Denial of Service (DDoS) attacks can overload a web

application with a large amount of traffic. WAFs can detect and block such traffic to

protect the web application.

• Encryption and SSL offloading: WAFs can handle SSL encryption and decryption,

which can offload this process from the micro services.

• Logging and reporting: WAFs can log all incoming requests and generate reports that

provide information on the number of blocked requests, the types of attacks, and other

security-related statistics.

• Integration with other security solutions: Some WAFs can integrate with other security

solutions, such as intrusion detection and prevention systems (IDPS) and security

information and event management (SIEM) systems, to provide a more comprehensive

security solution.

Even with all of those security mechanisms, the WAF can be freely hit by any accessible

host. While origin of requests coming from third party applications can be validated by

Public Key Infrastructure (PKI), methods to prove that calls are coming from the legit mobile

application can be bypassed, such as hard-coded instance side certificate. The later refers

to inserting a credential on the client application to be trusted by the server when sending

calls. However, this credential could be easily retrieved with reverse engineering of the

mobile application.

The first contribution of this work focus specifically on this problem. Chapter 3 provides

a dynamic method of enrolling new instances of the mobile application, thus, legitimating

the origin and encrypting calls end-to-end. It raises the wall by increasing the complexity
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on counterfeiting calls to the backend, that can be deployed in the cloud protected against

side-channel attacks from the cloud provider.

Notwithstanding, it is still not guaranteed that it is a real user operating the mobile appli-

cation, using screen overlays in an emulator as example. The later can be used to automate

attacks when the second authentication factor is a one-time password. By receiving relayed

credentials collected in a fake application, a screen overlay application running in an emula-

tor can insert this credential in the legit mobile application in near real-time, granting access

to the attacker.

Granting that a real user is behind the instance of the mobile application can mitigate this

risk. In this work, the efforts were directed in two ways: Section 2.3.2 presents a survey on

life recognition methods for mobile application to ensure a human is operating the device;

Chapter 4 describes another contribution with a data-driven approach that can be used to

detect user behaviour on the server side.

None of the security mechanisms provided have a deterministic approach to guarantee

perfect security of the mobile application, which by itself is an utopia. Consequently, anoma-

lies will happen and should be detected. Chapter 5 updates the state-of-the-art of such

task with a model that combines feature engineering approaches to detect deviations on the

behaviour of the mobile application.

While proprietary mobile application can leverage from authentication system with live-

ness detection and behaviour analysis, third party applications may have to comply with

certificate authorities, such as the eIDAS (electronic IDentification, Authentication and trust

Services) certificates in Payment Services Directive 2 (PSD2) context.

eIDAS certificates are used to authenticate the identity of the parties involved in the

transaction, such as the Payment Service Providers and the consumers. This authentica-

tion is done through the use of qualified electronic signatures and qualified certificates for

electronic seals.

These certificates are issued by Qualified Trust Service Providers (QTSPs) that are rec-

ognized by the EU and are a key element of the EU’s trust framework for electronic trans-

actions. This framework allows for secure and reliable electronic transactions between EU
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countries and ensures that the parties involved in the transaction are who they claim to be,

but only if previous trust is centrally established, meaning that the data exchange is centrally

governed.

One of the contributions of this work is the usage of Blockchain technology in a super

app use case, presented in Chapter 6, decentralizing data exchange by leveraging of a

distributed ledger that, when combined with Trusted Execution Environment (TEE), allows

multiple applications to share and access data in a secure and auditable manner. Also the

ability in providing attestation of the code shifts the trust from the entities to the code being

executed as it provides transparency of data acquisition and movement.

To formally map the threat vectors, Figure 2.2 present the attack graph based on the

MITRE ATT&CK framework, assessed in [50]. It is a widely recognized and commonly

used tool for understanding and analyzing cyberattacks, covering both mobile and cloud

environments. It provides a comprehensive, data-driven model of the tactics, techniques,

and procedures used by adversaries. The assets already identified are isolated in the attack

graph and its potential attack techniques are mapped based on the open research questions.

Starting from the perspective of the mobile applications, phishing and drive-by compro-

mise, constituting social engineering technologies, aims to retrieve valid accounts. This also

means that a legit user could start an attack. Along with compromising the mobile applica-

tion with the techniques that varies from corrupting the binaries with reverse engineering,

hooking the processes with Frida [80] and exploiting the public APIs, the attacker can inject

processes by learning and sending requests directly to the WAF.

Third party applications could be compromised, therefore, their application behaviour

could not be trusted. Current calls authentication mechanisms, based on the consent of the

user, could also fall in phishing attacks, leading to potential malicious requests sent to the

WAF, as well.

The trend of cloud also brings another potential attacker to attention: the cloud provider.

With unrestricted access to the infrastructure, the cloud provider could either sniff the net-

work to retrieve information or place side-channel attacks to try collecting data from the

storage or memory at runtime.
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Figure 2.2: Attack graph based on MITRE ATT&CK techniques

The main focus of this work is to provide strategies to mitigate those potential attacks.

The technologies that are necessary to create them are explained in sequence.
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2.2 Enabling technologies

The state of the art of the technologies presented in this section allowed the design of the

proposed systems. Although some of them come from more than 20 years of knowledge in

the field, recent implementations and specifications provide the required knowledge to build

the whole system.

2.2.1 Intel Software Guard Extensions (SGX)

Intel SGX is a trusted execution enviroment built in the brand’s processors since 2015, rang-

ing from PC up to server use. It has been widely adopted by main cloud services provider,

such as Microsoft, IBM and Alibaba.

Its set of security instructions allows isolated processing of code and data in so called

enclaves. The protected code to be executed into the enclaves should be partitioned and is

called by a host app, the untrusted part of the application.

The design of this system counts on 3 cryptographic features available on SGX:

• Sealing: based on a fused key inside the processor, SGX has a set of instructions to

derive a key in order to encrypt all the data to be stored at rest outside the enclave.

SGX has some flexibility in terms of the elements that can be used to derive the key.

We are interested in binding the key derivation to the UPM, AM and PEM instances so

we can seal users’s hash table as well as any user sensitive data that needs to persist.

• Attestation: once the enclave is instantiated, SGX allows a challenger to attest authen-

ticity of the code running inside the instance. The aforementioned auditing process

relies on this attestation process. External auditors (not SAMS owner) can challenge

any SAMS components, while internal auditors (SAMS owner) can check members

apps enclaves, including the source of the code as SGX provides code measurement

mechanisms.

• Enclave Encrypted Paging: the fused memory of SGX is limited, usually to 128 MB.

However, in case the enclave requires additional memory, SGX encrypts the portions

12



of RAM in the paging process. This is useful to the proposed system as authentication

can be maintained in protected memory during an open session, avoiding excessive

I/O operations even with increasing volume of data.

This SGX overview concentrates on features planned to be applied to our use case. A in

depth explanation is provided in [30].

2.2.2 FIDO Authenticator

When the topic is authentication, FIDO specifications are the most prominent market stan-

dards. FIDO is actually an alliance of flagship companies, such as Google, Amazon and

Apple. In fact, they have already implemented the two main specifications: Universal Sec-

ond Factor (U2F) [110] and Universal Authentication Framework (UAF) [109]. U2F concerns

a second factor of authentication, e.g. dongles or OTP keys, while UAF concentrates on

bringing up a passwordless experience. In most of the cases, the whole authentication

stack of FIDO is performed locally, but in our approach we intend to collect the credentials

in the super app and make the perform authentication remotely in our AM.

Intel by itself provide a document describing how to implement a FIDO Authenticator in

SGX [8]. Still, we did not find in the literature real experiments of this implementation.

2.2.3 Signal Messaging Protocol

The Signal protocol provides strong message encryption. It is the so called end-to-end

encryption implemented by Whatsapp. It has proven security analysis [27] providing privacy,

forward secrecy and cryptographic deniability, achieved by combining the following methods:

1. Key generation: a set of keys with different lifetimes are generated for each user.

2. Keys registration: those keys, except the private one, are packed in bundle and then

sent to be registered in a key accumulator server.

3. Key exchange: each side of the communication retrieves the other’s bundle from the

server and performs a X3DH [83] shared secret key agreement based on the each
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other’s public keys, ending up with a secure communication session.

4. Messaging: messages are encrypted with a key derived from the shared secret and

each other’s bundle ephemeral key, creating a chain of messages.

New users are assumed to exist based on the first usage, which means a new fake

user can be easily created with automated attacks. For this reason, it is not suitable for

provisioning users of this proposal, as we want users coming from the real super app. That

is why we developed the protocol in [10].

For the other message exchange between the super app and the enclave components,

including the member app backend, Signal protocol should be implemented.

2.2.4 Mobile User Interface Renderers

In a super app environment, the business logic should not be implemented in the mobile

app to avoid its reinstall every time a new feature is added by a member app. Instead, the

mobile client should be implemented as an user interface renderer. This means that generic

user interface components, like text fields or buttons, should be implemented in the client

app, leaving the layout and endpoints calls triggers to be delivered in real-time by the app

backend. Implementations of this user interface renderer are made easy by most mobile

development frameworks, even the hybrid ones like React Native. The server side will only

need to send layout files and the respective endpoints.This approach increases the network

traffic, but in most of the cases, the layout files are small and should not affect performance

of the app. On the other hand, this approach allows better auditing of collected data as the

layout files can be checked without any risk of user data disclosure.

2.2.5 Life recognition

The use of biometrics for mobile user authentication is growing, especially in financial ap-

plications around the world. One of the biggest enablers has been the addition of sensors

to smartphones, such as fingerprint and iris capture sensors. However, not all smartphones
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have these sensors. Most of the time it is the operating system (OS) itself that controls

the whole process of biometric recognition, imposing authentication mechanisms that re-

duce security in certain business models. In the case of the two sensors mentioned above,

third-party applications only receive a positive response if biometrics have been enrolled. In

practice, for more sensitive applications such as banking, this ends up allowing access to

the account for all people who have registered the biometrics in the device, as well as the

risk of modification of the OS decision response if it is compromised. The need to provide

better authentication methods for those who do not have a device equipped with specific

sensors for biometrics has motivated the use of widely available sensors, such as camera

and microphone, for face detection, voice or even a combination of them. However, using

these sensors for authentication implies effectively blocking fraud attempts, i.e. preventing

an attacker trying to impersonate biometrics from gaining access to the system, a technique

known as spoofing. The large-scale adoption of biometrics that do not need special sen-

sors becomes especially complex when it comes to being able to properly detect spoofing.

The best example is that of facial recognition in Android. When Google first deployed face

recognition in 2011, it was possible to bypass the system just by presenting a photo of the

person to the system. To prevent this kind of spoofing, user interaction recognition was

implemented, asking the user to blink during the attempt to unlock the device. This new

technique could also be spoofed by placing a video of the person blinking in front of the de-

vice. Given the difficulty of creating an offline system with spoofing detection, official Android

distributions no longer use facial recognition for screen unlocking. The truth is that to build a

robust spoofing detection system, several techniques and algorithms have to be combined.

The goal is to be able to detect if the live user himself is trying to access the system. For

such a task, the main approaches are:

1. User interaction: some action is requested to be performed such as moving the head

or smiling;

2. Contextual information: other information extracted from the image, photo metadata

or other sensors are added, such as a photo with the Eiffel Tower in the background
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when the GPS point is sending location data in Brasilia;

3. Surface analysis: this technique consists in detecting texture patterns and depth on

the surfaces of real images or photos, videos and even masks;

4. Multimodal biometrics: they combine multiple biometrics from different sensors.

In large scale, some of these tasks may become extremely expensive from the compu-

tational point of view, as in the example mentioned in item 2 above. In this case, trying to

accurately extract objects and locations from a photo may make its implementation unfeasi-

ble. A simple example of increased complexity is distinguishing a real object from a picture

of the object. This is also true for the algorithms that are chosen for each approach. For

example, there are very good algorithms for detecting texture patterns using Deep Learn-

ing, but the amount of images and processing time prevent them from being implemented

offline in Android screen unlocking because they would only rely on the user’s photos and

the smartphone’s processing power. On the other hand, if the photo could be uploaded to

Google’s cloud, this application would become feasible. Several methods have been pro-

posed to determine whether a biometrics replica is being presented to the sensor. However,

when it comes to a restricted environment like smartphones, the ideal is to find a solution

that is both discriminative enough to be considered secure and of acceptable computational

cost. In the next section we will introduce the main threats when trying to model a biometric

system.

2.2.6 Super App concept

A super app might be defined as an application, usually mobile first, offering a set of services

from different stakeholders, namely member apps [92]. Although it is named super app, an

instance of a super app is only one part of the necessary infrastructure. Actually, every

member app needs to implement its business logic portion, while the super app community

maintains the infrastructure.

The Figure 2.3 presents an overview of the interactions between the super app stake-

holders, illustrating their roles as well as how they communicate to each other. Our goal is to
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Figure 2.3: Super app interactions overview

facilitate understanding of each component in the architecture. To this end, the requirements

are mapped as follows:

• User: a person in possession of a mobile device or a desktop, that downloads, installs

and interacts with the app. The user must be uniquely identified, even when the device

is replaced. User credentials must be linked to the entire infrastructure and not to the

device or app instance.

• Super app instance: a legit instance running the app in the user’s device. The instance

installation should also be uniquely identifiable and consume services provided by the

super app backend.

• Super app backend: An Application Programming Interface (API) layer must be pro-

vided in order to make services endpoints available to the super app instance.

• Auth server: the super app backend delegates access control to user data through an

authentication / authorisation server. This server is responsible for authenticating and

getting consent from users to issue tokens so a member app can access their data.

• Database: an ever-growing database of users and member apps needs to be properly

optimized and protected. As the data tends to be highly heterogeneous, it is necessary

to combine several approaches for different use cases.
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• Member apps: each service provider will need to create its own infrastructure to con-

nect to other members and to process the data for its own business end, including

maintaining its own database. In the super app WeChat [49], the member apps are

called mini-apps.

• Super app infrastructure: the whole infrastructure of the super app should provide

provisioning of users and member apps. It is also desirable a software development

framework to ease the deployment of the solutions. This infrastructure should also

have means to be fully audited.

• Auditors: the auditing process might be done by several institutions to prevent abuse

from any of the stakeholders. Internal auditors can focus on member apps, while

external auditors, such as the government, might focus on the whole infrastructure.

2.2.7 Smart Contracts

Smart Contracts are immutable pieces of code executed in a distributed way using State

Machine Replication (SMR) [71]. The immutable part of this statement relies on the principle

that Smart Contracts are deployed using a Blockchain [87]. SMR uses a deterministic state

machine to guarantee that all replicas of the executed code will have the same initial and

final state, using consensus to ensure that all replicas receive requests in the same order

[17]. This means that the code will be executed simultaneously in different peers and the

majority of them must return the same results to guarantee that the code is reliable and has

not been tampered.

In general terms, Smart Contracts are also defined as terms of agreements - or contrac-

tual clauses - between two or more parts written in the form of computer code, relying on the

Blockchain technology to ensure three features: 1) Observability is the ability to prove the

performance of some player on the contract; 2) verifiability verifies the contract auditability;

3) privity and enforceability means that the execution of the contract interests only involve

the concerned parts [116].

In the context of the Super App, Smart Contracts are used to enforce auditable data
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exchange between member apps and to manage the permissions a user gives to a member

app to its data. Additionally, if a member app wants to become part of the super app, the

majority of the parts involved must agree on the addition of this new peer on a token-curated

registry of member apps. Token-curated registries use consensus between token holders -

in this case, the member apps - to add and remove items from a list [52].

2.3 Related Work

This section presents a collection of the literature regarding the topics researched. During

the research of life recognition, solutions that are already available to be used in mobile

applications were found and recommendations to use in real mobile applications are given.

For the other topics, the gaps presented justify a deeper research and are addressed in the

next chapters.

2.3.1 Mobile Client-Server Secure Channels

The use of trusted zones, such as SGX enclaves, to process sensitive data is relatively new

and the number of real use cases are not numerous. Researchers are now starting to put

more efforts on this subject, driven by the recent threats and data breaches, as mentioned in

session I and II. In the work presented in [106], the authors focus on analysing the biometric

data from mobile devices by using enclaves. They implement and evaluate three SGX-

compatible learning algorithms: Naive Bayes (NB) [63], k-Nearest Neighbour (kNN) [31] and

Logistic Regression (LR) [32]. While the authors of this work concentrate their efforts on

analysing the data safely, we focus on presenting a secure way of delivering the data from

the mobile to the enclave. Then, in [76], the authors present a mechanism to defend against

man-in-the-middle attacks by using SGX. They use sealing and attestation features to pro-

tect the user credentials. Nonetheless, this solution considers a self-owned cloud server,

in private cloud environment. Next, in [102], the authors present a implicit authentication

system. They propose a profile matching function by using statistics of features to accept or

reject a new sample presented by a user. The data is encrypted and stored at the carrier
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to avoid data leaks on the mobile side. After that, in [78], a software abstraction approach

is proposed to offer trusted sensors to mobile applications. In fact, the aim is to give to the

mobile application means to verify the authenticity of the data produced by the sensor. In

short, the related work, mainly [106, 102, 78], is complementary to the one presented in

chapter 3, once it deals with the same problem but from a different perspective.

2.3.2 Life recognition for mobile apps

One of the latest innovations in mobile facial recognition has been implemented in Apple’s

FaceID. Combining a regular camera, an infrared camera, a dot projector, a proximity sensor

and an illumination sensor, the iPhone can capture a cloud of dots representing the user’s

face in 3 dimensions. This data is sent to an enclave in the Cortex A11 Bionic processor

which matches it, returning the response to the app. Everything is controlled by the oper-

ating system, with third-party app developers not having access to the sensors, only the

response. So users of iPhones with FaceID use the latest in mobile facial recognition. And

is there a solution for other phones that do not have on-board anti-spoofing sensors? With-

out changing hardware it is not possible to get the same accuracy. But there are interesting

alternatives in the literature, based on software, that can be implemented immediately in ap-

plications. One of the most promising transparent biometrics, which several banks already

use in passwords is the typing pattern. One of the latest studies, [114] shows an accuracy

of over 99% when the match is done in 1:1 and above 93% in 1:N comparisons when us-

ing deep-learning algorithms. In this study, together with the capture of the touches on the

screen, the accelerometer data during typing was aggregated, which besides improving ac-

curacy, adds an implicit life detection. Unless he is leaning on a surface, the user is holding

the device while typing, generating micro movements that can be detected with the inertial

sensors (accelerometer and gyroscope), differing from the data that would come from an

emulator. Another caveat is that a set of data from the screen and accelerometer with a

very high similarity index becomes suspect to be replicating the data, since it is practically

impossible to replicate this combination of biometrics. Inertia also plays the role of life de-

tection in the study [75], however this time combined with facial recognition. Fusing data
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from the camera, the accelerometer and gyroscope, the method checks for consistency be-

tween the user’s hand movement and the position of face elements while capturing a face

video. The algorithm is also effective in different lighting conditions. The face reference

point that presented the best accuracy was the mouth, reaching an Equal Error Rate (EER)

of 7.2%. With this level of accuracy, the method can be used in commercial applications,

however, it only detects fakes based on media (photo/video), i.e., masks are not detected.

For mask detection, more complex algorithms must be used to try to detect patterns, such

as different textures. When it comes to pattern recognition, such as for surface and texture

analysis, deep-learning algorithms have shown the best results, however the training phase

is computationally expensive. However, if computational power is not a hindrance, the solu-

tion presented in [108] detected spoofing on faces with accuracy higher than 95%. The test

bases contained fake faces with masks and photos to prove the effectiveness of the method.

The convenience of face recognition in contrast to the ease of spoofing has made life detec-

tion much studied. The article [127] presents a survey on face life detection methods. The

methods found were: facial expression based, eye and mouth motion detection, optical flow

based using the difference between two images, micro textures of face parts, light diffusion

on the surface, multimodal and multi-attribute biometrics. The study points out as one of the

biggest problems the different lighting conditions. Another problem is facial expressions that

are easily deceived. Another sensor present in all smartphones is the microphone. Voice

recognition, which is already present in many commercial applications, had recent articles

with very interesting solutions. VoiceLive [132] takes advantage of the unique characteris-

tics of the user’s vocal system to detect life by measuring the difference in arrival time (DTC)

of phonemes between stereo microphones. Replay attacks cannot achieve the unique dy-

namics of DTC. The method reached 99% accuracy for detection with less than 1% EER.

The author claims that no additional hardware is required as stereo microphones can be

emulated virtually. Another advance of the same research group of the previous article also

for voice was the creation of a method of life detection through the user’s mouth gesture

while playing a sentence [131]. This detection is performed by listening to the reflection of a

high-frequency acoustic sound while the user speaks, that is, it acts as a Doppler radar. This
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method achieved similar results to the previous study and also does not require additional

hardware. Explicit biometrics, such as face and voice, tend to be more easily falsifiable.

More robust detection systems tend to combine other data which makes replication very

complex. Thus, a line of research that has been gaining strength is the detection of user be-

haviour when using the smartphone. The study [37] proposes a method that combines data

from app usage events, precise location, Wifi connection, accelerometer and gyroscope to

trace a user’s behavioural profile regarding their interaction. The model even assigned a

score of 92.87% to a user but the authors do not fully trust it because the study needs to

be done with more individuals. On the other hand, a previous study [107] that combined

user movement data (walking or sitting), device orientation and device holding manner with

typing pattern and screen touch, achieved an EER of 8.53%. The concept of continuous

authentication is employed in this model, i.e. the user has their data captured constantly to

assess whether it is the user who is using the device. While this seems like an ideal sce-

nario, where an app would have greater authentication certainty coupled with the difficulty

of spoofing, the potential battery drain is a concern for putting this method fully into practice.

Among the researched articles, the ones that can present the most results in a short

term are the ones that use implicit behavioural biometrics. In this line, gyroscope and ac-

celerometer sensors are the most recommended since their data are more complex to forge

when a proper encrypted tunnel transmits end-to-end the data between the sensor and the

server. Additionally, collecting the data from these sensors is easy to implement and they

can contribute to more than one biometric. The following are suggestions for biometrics with

lifetime sensing methods that can be implemented in the short term:

1. Inertial typing pattern: by inserting a keyboard that captures data from the screen

sensor during password entry, it is possible to match a user’s typing pattern. At the

same time, data from the other two sensors is captured to make the same detections,

avoiding emulators and replay attacks. It is also feasible to derive attributes from the

set of these 3 sensors to know, for example, if the user is right or left-handed. A

good challenge to be imposed to the customer is to ask him to type his social security

number randomly, serving both for authentication and to detect probable people that do
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not know the social security number in decor, and may even be a warning of potential

opening of impostor digital accounts.

2. Micro facial video with inertial sensors: well-known facial recognition algorithms

use video frames for matching. The gyroscope data is used to know the inclination

of the device during the collection of the micro video and the accelerometer detecting

small movements common to humans, like the one presented in the article [75]. This

ends up reducing the access of imposters using emulators, which will have difficulty

emulating data that varies constantly. In a second moment (medium to long term) it

is possible to try to make a triangulation of images to reveal the depth of the face.

Using the accelerometer it is possible to predict the displacement of the device, and

consequently enabling the mathematical calculations to model a nose and a mouth.

Even if the modelling is not perfect due to the inaccuracies of the sensors, a video

or a photo would be easily detected because the calculations would reveal an almost

flat surface. It is very likely that the implementation of these two methods already

presents very satisfactory results. However, increasing the number of biometric and

life detection methods strengthens biometric systems. In order to make a potential

identity theft attack more complex, in the medium term, the following methods may be

implemented:

3. Context detection: the goal in this case is to draw a risk profile, similar to the one

presented in [56], based on GPS data, proximity of bluetooth devices, cellular network

triangulation and wifi connections. Implicit life detection in this case is done by check-

ing displacement and whether the user is close to certain devices. This analysis will

also allow predicting in which context the user is inserted, for example, he is at work

because the visibility of the building connections (wifi and mobile data), his colleagues’

devices and GPS location provide enough data.

4. Contact matching: another implicit life detection can be built by making comparisons

between the client’s frequent calls and their contact book, as done in the user profil-

ing of article [73]. An emulator has a high chance of not containing any phonebook
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or never having made a call. Most of the time, this method is resistant to switching

devices since both Android and iOS download the user’s phonebook as soon as the

smartphone is used for the first time, by logging in with their Google Play or Apple

Store account. Software engineering for methods 3 and 4 must take into account

some restrictions. The first of them is about privacy because the information that will

be collected reveals much about the user, consequently infringing some regulations

such as the General Data Protection Regulation (GDPR). However, there are emerg-

ing technologies (e.g., homomorphic encryption) that will allow analysis of this data

without the need for the analyst to know the content. The second restriction is the

amount of data. If the server has to store the address book of all clients or all visible

wifi and bluetooth devices, the database may become unfeasible. On the other hand,

if all the data is processed in the client application, there is a risk of battery drain and

attacks that circumvent the decision system. There are ways around these problems,

such as controlling the time frame of the analyses by processing part of the data on

the smartphone. Another consideration is that these two methods should not be de-

terministic, that is, a confidence score will be assigned to contribute to the creation of

alerts for transactions that deviate from normal patterns. The implementation of these

4 methods cited above will already make the attacker’s life quite difficult forcing them

to look for more vulnerable systems. However, valuable targets can still be focused for

large scams. And the tendency of a robust authentication system is to create a high

level of trust in authentications, which can be dangerous since sophisticated attacks

tend to be discredited by security and risk analysts. Thus, a good plan is to continue

to insert additional methods, especially for high-risk transactions. In the long term, the

following suggestions should further strengthen the system:

5. Voice recognition and inertia: the researched articles showed that the new methods

for life and spoofing detection in voice recognition have high hit levels. Moreover, the

microphone is the most uniformly present hardware in smartphones. With well-known

noise reduction and recognition methods [93], the other sensors detect inertia during

voice capture, reducing the attack surface considerably. This method can also be
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implemented during the micro video capture of method 1.

6. Active challenges for voice recognition: the more complex methods in articles [132]

and [131] could be implemented making the system well protected against spoofing

attacks. Although the papers describe well how the method was created, considerable

time would be required to reconstruct the algorithms.

A reasonable assumption for voice is that the user doing high-value transactions would

be in a more controlled noise environment, including being explicitly asked to submit

to more silence. In this way, voice would be a more sophisticated challenge and only

used to achieve a higher degree of confidence.

7. Ensemble Learning [133]: the combination of models that does life detection strength-

ens the system once it tends to make it more complex for the attacker to forge several

types of biometrics and different behaviors in which several learning models are ap-

plied. This is also a countermeasure to avoid attacks based on Generative Adversarial

Nets (GANs) [53] in which attackers use artificial intelligence to generate false data in

an attempt to bypass the biometric system.

2.3.3 Interest Detection

The main goal of interest detection is to find frequent sequential patterns in the session and

identify the interesting ones for the business. In this sense, many researchers have focused

on developing models for frequent sequential patterns. The research papers [103][13] used

the Markov Chains model to identify users’ navigation paths on websites. The model focused

on analyzing the user’s favorite web page without considering a more sophisticated analy-

sis of user behavior. In [16], the researchers propose modeling user trails on the websites.

The model obtained promising results in terms of accuracy and mean reciprocal rank, how-

ever, the model did not implement event timing modeling to help generate a non-stationary

process in the analysis of random shipping lanes. In [70], they analyze the navigational

click-stream data, but to social commerce platforms, which diverges from oriented-tasks

app. In [62], they develop a user navigation behavior on a website model. This model fo-
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cuses on visualizing web data without implementing user navigation path analysis. In [104],

they present a framework for modeling the sequential data capturing pathways. In [60], they

propose a model for discovering users’ navigation. In both investigations, they implement a

reduced sample size, affecting the analysis of user behavior and the model’s scalability.

An unsupervised clustering method for analysing behavior based timed k-grams ap-

proach was proposed in [124]. Their k-grams construction is based on the event name

interpolated with a category of a time interval. Then, their clusters are based on the fre-

quencies of the k-grams in the user sessions. The approach was employed to clickstream

datasets from Whisper and Renren social network apps, which contain 33 and 55 types

of events, respectively. To those amount of event’s types, this approach suits well, but it

tends to become more computationally expensive as the k-grams construction exponentially

increases when the app has a wider spectrum of events. As instance, the bank app we

analysed had 311 events in the period we analysed, resulting in over a million 3-gram pos-

sibilities to count their frequencies per session, disregarded the time intervals categories.

Therefore, this approach becomes unpractical to our use case in terms of processing and

human comprehensible cluster visualisation.

One inspiration to our sequence discovery and subsequently graph modelling is found

in [125]. In their effort to mine path in web sessions, they created the concept of a via-link

to reduce the noise by removing the bigrams and 3-grams that does not reach a minimum

occurrence count. To our use case, filtering off the bigrams or 3-grams that does not reach a

probability threshold globally would result in removing also real events’ transitions as some

of them are likely to appear few times in the dataset. For example, some products that

are not commonly purchased would disappear in the modelling with the global threshold

proposed in this latter paper.

The main contributions of this thesis in this topic can be summarized as follows: First, a

new technique is proposed for mapping the whole mobile app by defining the source node

based on the user’s first action. Second, a tree is built verifying all the possible routes without

going through the same path determining the HUE. Finally, a cluster is created to group the

behavior of the users in a behavioural perspective.
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2.3.4 Application Behaviour Anomaly Detection

In recent years, research has been proposed for the detection of behavioral anomalies in

API Calls including statistical techniques, machine learning and deep learning. System calls

were used in several studies to detect malware in mobile devices. As this work is also trying

to detect patterns in calls, the techniques for detecting patterns were inspired by this line of

research.

In [79] presented a statistical pattern method based on feature extraction techniques

using frequency sequences and n-grams on system call traces for anomaly detection. Using

the n-gram approach by itself and calculating the statistical patterns proved not achieve high

anomaly detection scores in the work, leading to many false positives and negative when

applied to real world use cases. The reason is that the n-grams can only capture fixed

patterns and when this is the only feature, it tends to create models with patterns that are

actually noisy sequences. Our approach of calculating the levenshtein distance to the n-

grams is an effort to minimize the noise by calculating the effort of transforming a sequence

into another. This means that if a noisy sequence is being matched against the already

extracted sequence pattern, the levenshtein distance will be smaller if the error is minimal

but significant when a potential attacker is behaving completely anomalously.

A novel system based on feature selection and supervised machine-learning algorithms

was proposed in [4] for detecting patterns on mobile malware. The complexity of the model

affected the performance rate of the system.

A malware detection approach using the Hidden Markov Model based on partial analysis

of API call sequences was presented in [112]. They did not implement data pre-processing

techniques, affecting the efficiency of suspicious event detection from streams of API calls.

In [126] proposed a malware detection system based on Long Short-Term Memory

(LSTM) using API call sequences. The pre-processing techniques were not implemented

obtaining noise in the data.

The work of [95] presented a malware detection technique based on Deep learning using

API call graph embedding. Setting the hyper-parameters of the deep learning algorithm is

computationally expensive.
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A malware detection task was developed in [45], modeling the malicious behaviors by

API call sequence alignment and Markov chains. Only malicious behaviors common among

malware belonging to the same family are considered in the API call sequence alignment

algorithm.

A framework for malicious behavior detection in android apps through API calls and

permission uses using Support Vector Machine (SVM) model was described in [128]. The

model only identified 71% of the malware samples.

A static analysis behavioral API for malware detection using markov chain was designed

in [11]. In the research they infer that the proposed system outperforms existing malware

detection systems without a demonstration.

The research of [67] suggested a novel approach to detect malware using sequence

alignment algorithm based on API call. The model could not detect all the malware patterns

defined in that study.

Another line of research that could be compared to this one is detection of attacks using

web browsing behaviour. Recent findings demonstrate the feasibility of automating feature

extraction with auto encoders [121] and Word2Vec [74].

A comparison of deep learning and n-grams approach is presented in [82]. Their work

also confirm our finding that is the LSTM is computationally expensive to this use case.

To the best of knowledge, the approach of this thesis in the implementation of several

techniques for Behaviour Anomaly Detection using API Calls based on mobile applications

is unique in the literature.

2.3.5 Super Apps

Although SGX could be replaced by a tailored Hardware Security Module (HSM), the system

would not be able to run in cloud enviroments. The current most used super app WeChat

was not implemented with privacy by design. This means that our approach could make a

super app feasible in the face of privacy regulations, such as european GDPR.

A previous work using SGX to preserve privacy has already been proposed in [14]. In

this work, the authors propose three approaches to monitor the data flow and enforce the
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use-based privacy, which means disallowing any usage of data that harms privacy. In our

proposal, we work with requiring user consent, as for some applications users would like to

provide sensitive data in order to gain some business advantage or even to make transac-

tions feasible. Nonetheless, we can learn from the experience of creating privacy monitors

from this article to implement our member app backend auditing.

Another insightful privacy data driven work can be found in [69]. This exploratory study

employs SGX to create a trustyworthy remote entity in a many-party applications environ-

ment. They aim to preserve privacy by computing certain functions across several peers.

Their work implementing privacy enhancing techniques in SGX could be extended to some

of the use cases where the super app would struggle, such as location-based services.

A recently published work [55], related to the AM, applied the Signal protocol to send au-

thentication results. Instead, we plan to implement the authentication logic on the server side

in order to have more control of the credentials, use more powerful computational resources

if necessary, and also combine different types of telemetries.

Some super apps have been deployed worldwide, however, all of them count on a single

central authority to control the whole ecosystem. As WeChat is the major deployed super-

app, the majority of the contributions in the topic are related to it. including the its impact

in China [giudice]. A description of WeChat from an outsider research perspective is pre-

sented in [49], as well as an exploratory study to elicit the gaps of such a multi use platform

[25]. In another work [81], the authors propose a deployment of WeChat API in a platform

as a service cloud environment to reduce development and deployment burdens. In [88],

the efforts are concentrated in the software engineering perspective of a generic super app

architecture. Indeed, this work is complementary to ours and might support the development

of our work.

With the deployment of solutions in different industries, some new applications could

leverage the rich customers’ data environment provide by the super apps, such as the works

with multi source credit risk modelling [97], graph based fraud detection [2], credit card fraud

[1], financial inclusion [98] and income estimation [113].

Finally, the challenges of deploying a country wide super app solution in India is shown
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in [66], in which the authors intend to highlight the social adoption issue and how to address

them. None of these contributions are focusing on the data privacy aspects of a super app.

In this sense, the work of this thesis is intended to extend them into the perspective of privacy

and decentralisation.
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Chapter 3

Mobile App to SGX Enclave Secure

Channel

There is no doubt that biometric, implicit and continuous authentication [5], improve security

of mobile applications. However it is paramount to take into consideration the threats that a

potential exposition of this data might cause.

In fact, a biometric system is a good example to explain potential vulnerabilities that can

arise from processing sensitive data. In general, a biometric system is composed of the

following components:

• Biometric sensor: collects biometric data from users;

• Features Extractor: transforms data collected from the sensor into a features vector

(biometric template) that can be interpreted by the biometric recognition algorithms;

• Matcher: compares the previously saved template with a new one, generating a score

that reflects the degree of similarity between them;

• Database: stores users’ biometric templates;

• Decision-making system: makes the decision to accept or not the new template pre-

sented.
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Depending on how the system is built, all components may contain vulnerabilities that

can end up accepting synthesized, fake or even replicated templates. In Figure 3.1 the

components are illustrated, to which attacks they are subject (extracted from [1]) and their

descriptions are presented below:

1. Fake biometrics: the attacker can use a cast, mask, photo, video or any other fake

artifact to try to present himself to the system as a legitimate user;

2. Replicate biometrics: an attacker with control of the channel between the sensor and

feature extractor can resubmit a biometric template and gain new access;

3. Bypass the extractor: if the attacker is controlling the feature extractor, he can modify

all input biometrics;

4. Synthesize the feature vector: knowing how the biometric template is constructed, the

attacker can synthesize vectors until the decision system accepts it.

5. Bypassing the matcher: With control of the matcher, the attacker generates recognition

scores to either accept imposters or block genuine ones, or attempt to learn about

the decision system to discover its acceptance threshold (minimum score required to

accept the template);

6. Modify the template: in the database it is possible to modify the registered templates

of users, impacting all future access attempts;

7. Intercept the channel: the channel between the database and the matcher is extremely

sensitive, once the attacker in possession of this channel can send any type of tem-

plate to the matcher, consequently falsifying all decisions.

8. Bypassing the decision: some systems are built providing only the answer of whether

the biometrics are accepted or not. In this case, if the attacker manages to modify this

response, the whole biometric system has been compromised.

The main manufacturers of smartphones have implemented the extractor, matcher, database

and decision system embedded in the operational system to enable collection of biometric
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Figure 3.1: Attack surface of a biometric system

data with the hardware sensor shipped within the device. In most of the cases, the embed-

ded authentication method works fine. However, in case that a more complex process is

required, the biometric data must be transferred from the device to an external server, which

raises several concerns related to potential data breaches.

By pinning the certificates into the mobile app, the developers can assure that an original

instance installation is communicating with the proper server. However, the server has no

guarantee that incoming requests are from the original app. An attacker capable of modifying

the source code can repack the app to redirect connections to a malicious server or even

start to send forged requests directly to the server APIs. While distributing a fake app is

an heavy attack requiring skilled engineers, sending direct requests to the APIs will only

demand an attacker to extract the certificate from the mobile app. In the former scenario,

securing the app distribution by hashing and signing the binary is possible but require user

awareness. In the later scenario, once the attacker knows how to generate the credentials

payloads, he can start to feed the system with fake biometric templates until the system
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Figure 3.2: Architecture overview to transfer and process data

starts to accept it as a original one. The attack surface presented in Figure 3.1 1. Explicitly,

the protocol presented in this chapter mitigates attacks targeting the communication channel

and the client app side. The protocol also allows transfer of sensitive data (e.g. biometric

data) from a mobile device to a trusted execution environment, in which the data can be

processed securely, see Figure 3.2. In this context, the main security concerns are listed:

• Replay attack: An attacker with channel control between the sensor and feature ex-

tractor can resubmit a biometric template and gain new access;

• Bypassing the Extractor: If the attacker is controlling the feature extractor, it can modify

any incoming biometrics;

• Synthesise vector of characteristics: by knowing how the biometric template is con-

structed, the attacker can synthesise the vectors to fool the decision system.

Furthermore, when it comes to biometric systems, vulnerabilities that could potentially

be explored by adversarial machine learning [59] must be considere as the matcher is usu-

ally based on training models. What all these attacks have in common is that they are

initiated from the data source because, like most of today web applications, it is expected

that the certificate authority of the service provider is not compromised. Indeed, certificate

based mechanisms are usually provided to ensure that the requests are coming from an
1This Figure is an adaptation from [3].
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attested third party. However when they come directly from the mobile apps it is not possible

to assure the origin of the requests. This mainly happens because the certificate, usually

pinned in the app code, can be retrieved by a reverse engineering process. In possession

of the certificate, an attacker can build his own app to send malicious requests to the bank

API. With the enforcement of the Payments Services Directive 2 (PSD2), banks are open-

ing their API to third party. This threat is serious because it impacts security measure on

HTTP requests. PSD2 shall increase the HTTP requests coming from different third parties

applications making more difficult to decide in a short time frame if the request is legitimate.

Then, if the data is processed in a non-reliable cloud environment, it is also necessary to

protect the data from the provider in order to prevent unauthorized disclosure and tampering.

Therefore, in order to provide a trusted execution environment, the Intel Software Guard

Extensions (SGX) was chosen as the root of trust for the proposed protocol. In the server

side, all operations are processed inside a SGX enclave to guarantee confidentiality and

integrity.

The rest of this chapter is organized as follows. Next Section presents the threat model

that is considered to develop our protocol. Section 6.1 presents the architecture and de-

scribes the protocol itself (subsection 3.1.3). In Section 3.2 a discussion of the implementa-

tion of the protocol and its results related to the overhead of using SGX are presented.

3.1 Architecture

Our main goal is to create a secure tunnel between the mobile app, more specifically the

biometric sensor and the SGX enclave. As a SGX enclave can only be called by a host

application, all the data coming from the mobile is forwarded to the enclave, but with an

end-to-end encryption.

3.1.1 Software Guard Extensions (SGX)

Intel SGX isolates an execution environment by creating an abstraction called enclave with a

protected physical memory. Enclave code and data have their access controlled by the CPU.
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Thus, a host application can create an enclave but cannot access its data unless explicitly

passed through function variables. Developers need to separate the untrusted code from the

one processed in the Trusted Computing Base (TCB) [101]. This property allows running

code even when the environment is not fully trusted such as a cloud provider.

Unfortunately, this benefit comes at a cost of memory and computation. The cache

memory available to the TCB is 128 MB and part of it is used by itself, leaving only around

90 MB to the developers. The newer versions of SGX allows paging between cache and

the main memory but to maintain the security, the pages are all encrypted, increasing the

computation of the enclave code. A detailed explanation about SGX operation can be found

in [30].

3.1.2 Properties

In order to cover the threats stated in the beginning of this chapter, the architecture offers

the following properties:

1. Prevention to replay attacks: as the data leaves the application encrypted with an one

time key, an attacker simply re-posting the message will not succeed.

2. Block upload of synthetic data (see Fig. 2 item 4): by closing a secure channel using

an out-of-band server, it is unfeasible to insert synthetic data without tampering the

mobile app and consequently modifying its signature.

3. Forward secrecy: even a future breach of SGX would block a Man in The Middle

(MiTM) attacker of seeing previous data stored flowing through the channels or even

inside the cloud provider.

3.1.3 Protocol

The Figure 3.3 presents a sequence diagram of the proposed protocol. A detailed descrip-

tion is provided below:
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Figure 3.3: Protocol Sequence Diagram

• Session cookie establishment (step 1): The protocol starts by establishing a TLS chan-

nel from the mobile app to the host app. This procedure should result in a session

cookie, allowing the host app to identify the following requests coming from the mo-

bile app. By pinning the host certificate in its code, the mobile app guarantee the

communication with the known host.

• Mobile app and enclave key agreement (steps 3, 4, 5 and 8): A shared secret is

reached by performing a Elliptic-curve Diffie–Hellman (ECDH) [120] between the mo-

bile app and directly the enclave by changing the public keys (PKm and PKe respec-

tively). For auditing purposes or in case the mobile app developer does not trust the

host app provider, an enclave remote attestation can be included to certify that the

mobile app is communicating with the right enclave.

• Out of band cryptographic elements for encryption mode (steps 5, 7 and 9): The en-

clave generated initialization vector (IV) and seed for the KDF are sent through an out

of band server (OBS) along with their enclave signed signatures.

• Key Derivation Function (KDF) (steps 6 and 10) The key to be used for encryption shall

be derived on both sides combining the shared secret agreed on ECDH and the seed
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coming from the OBS to generate the secret key (SK).

• Encryption of data (steps 11 to 14): This last step delivers the encrypted data to the en-

clave. For this purpose, the mobile app encrypts the data using symmetric encryption

with the SK and the IV. The generated cipher is POSTed to the host app that uploads

it to the enclave. The enclave is already in possession of the cryptographic elements

necessary to decrypt.

In our implementation, a hardcoded seed and IV are used (see Section 3.2 for more

details). Nevertheless, potential out of band servers are listed:

OTP devices: One Time Password would fit for generating the randomness to derive the

cryptographic elements such as the seed for KDF. Unfortunately, this is already susceptible

to social engineering, in special for bank apps, as it relies on the generated password that

can be leaked by the user.

SMS: Cryptographic elements could be sent through SMS, nevertheless, countless at-

tacks to this infrastructure have and are still being conducted all over the world as some

financial institutions insist to send transaction authentication numbers (TAN) through this

channel. The attacks include intercepting SMS at the Mobile Network Operator (MNO), de-

vice SMS leakage [86] and mobile phone line kidnapping. The latter consists on faking IDs

of the owner and making the MNO to transfer the phone line to the fake customer, a very

common attack in developing countries, such as Brazil.

ATM: Banking apps can count on their ATMs to agree on a first key or the first seed

and/or IV. However, this would bind those cryptographic elements to an instance of the app

installed on the device. If the user changes its device or even re-install the mobile app, then

the process would need to be repeated. This reduces the user experience, but on the other

hand provides high security mechanism.

Push notifications: In case of Android app, the IV can be sent through the Firebase

push notification. As Firebase can validate the mobile app signature before delivering the

message, an MiTM attacker would not receive the cryptographic elements necessary for

the KDF and encryption steps. Therefore, the attacker will not be able to send data to the
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enclave and this implicitly guarantees that the enclave will receive it from the mobile app. In

terms of performance, Google claims to deliver 95% of the messages within 250 ms. Apple

users would also count on the same sort of mechanism.

3.2 Experiments

In this section the experiments are presented to assess the overhead of our SGX enclave

implementation over three different encryption modes (i.e., CBC, ECB and GCM). On the

server side, the experiments have been conducted on the Confidential Computing platform

of Azure providing SGX support. An 3.7GHz Intel XEON E-2176G backs these machines

along with 8GB RAM running on Ubuntu 16.04. On the client side, and Android app was

created and installed on Google Pixel XL with Android 9. The measurements are averaged

on 10 runs.

3.2.1 The implementation

A host and an enclave applications were developed in C, using the Open Enclave framework.

All the required cryptographic functions, namely ECDH, AES, ECB, CBC and GCM are

included in the MBEDTLS library shipped with the framework.

In the host application a TLS 1.2 socket listens to the connection coming from the client.

Once the TLS tunnel is created, the host application receives the first POST request contain-

ing a public key from the client to begin the ECDH. Then the host application starts the first

servlet that creates the enclave and call the enclave key generation function. Upon comple-

tion of the function, the enclave public key is forwarded to the client. Meanwhile, the enclave

completes its part of the ECDH and stores in its memory the secret. This secret is then

used by the enclave when the host application calls the KDF, which consisting in applying

SHA-512 8192 times along with a seed. For the tests the seed is hardcoded, however, that

should go through the out-of-band channel along with the IV to be used in the encryption

part. The source of random numbers for cryptographic elements shipped in the MBEDTLS
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Figure 3.4: Execution of CBC, EBC and GCM Encryption with and without SGX enclave
implementation.

version of the openenclave is insecure2. Instead, the function sgx read rand is used to call

SGX Random Number Generator (RNG).

After answering the first POST with the PKm, the host application calls the KDF function

to generate and expand the secret and the seed to the 256 bits SK. This implementation

order allows the client app to proceed with their part of the key exchange without waiting for

the enclave KDF processing. The enclave is kept alive until the host application receives the

second POST containing the cipher, so that the secret never leaves the enclave. Finally, the

host application calls the decryption function with the cipher. For testing purposes, the AES

encryption and decryption were implemented in operation modes ECB, CBC and GCM. In

AES/GCM three versions of the function are implemented: static, optimized and dynamic.

The static receives two arguments, the plain text and the cipher text with a fixed length of

1 MB, while the optimized only receives one buffer, reducing the TCB to at most this 1 MB

less. The dynamic allocates memory to an unique buffer.

Some operations modes do not accept to use the same buffer for the plain and cipher

texts, nevertheless, as the encryption and decryption are applied for each 16 bytes, the

unique buffer passed from the host application to the enclave is replaced block by block. By
2https://github.com/microsoft/openenclave/blob/master/3rdparty/ mbedtls/mbedtls/yotta/data/README.md
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Figure 3.5: SGX implementation overhead

using the Native Development Kit (NDK) provided by Android, the client app implemented

the same cryptographic functions in C from the MBEDTLS. Both POST messages (Key Ex-

change and Cipher Upload) were implemented as asynchronous tasks to allow the Android

app to call them upon demand. In the mobile side, the SecureRandom class is used with a

strong RNG provided by Android to generate the ECDH seed3.

3.2.2 Results

The figure 3.4 shows performances for encryption in the three operation modes of AES in the

enclave and directly in the host application. It is possible to see that the SGX implementation

always impose an overhead to the execution time. The overhead is constant for ECB and

CBC cipher modes as seen in figure 3.5, but not for GCM. It was tested up to 1 MB as our use

case is biometric templates and only for encryption as any major differences for decryption

has not been observed. In any case, the overhead in encryption was never bigger than 6

ms per MB.

The overhead for creating the enclave was also tested, key exchange and a Key Deriva-

tion Function (KDF). The results presented in Figure 3.6 can be all taken into account when
3https://developer.android.com/reference/java/security/SecureRandom
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using a SGX enclave to do a ECDH to reach a cryptographic key. In practical terms the KDF

time is negligible on the server side, as its computation can be processed while waiting for

the second POST. The key exchange function (item 4 of Fig. 3.3), namely, generating the

random seed and calculating the shared secret using the public key from the mobile, has

also a negligible overhead of less than 5 ms. The only considerable overhead is the enclave

creation that takes an average of 50 ms, which can not be considered an issue for practical

use.

3.2.3 Discussion

In this section, details of the potential vulnerabilities caused by compromised components

in our proposed architecture are discussed.

The host application added enclave life-cycle functions to the servlet with TLS of the host

application implemented in C. This first implementation of the servlet maintain the enclave

state between key exchange and data upload requests. In order to make it stateless, an

enclave binded function can seal the key and retrieve it when the ciphered data comes.

However, this can lead to break the forward secrecy in case of an attacker saving the history

in possession of a compromised sealing key.

The three cipher modes tested are common in mobile apps. The assumption was that

a more complex cipher mode would increase the overhead of using SGX. However, the

results showed that only the GCM would increase the overhead exponentially. By all means

it is highly recommended to use a Authenticated Encryption with Associated Data (AEAD)

mode provided by GCM over CBC [100] if the amount of data allows as GCM tends to rocket

for large files. In comparison to the insecure ECB mode [100], the enclave overhead of

using CBC is quite small even if the file increases too much. Therefore, developers should

not choose to implement ECB instead CBC in any situation of this protocol as there are no

considerable performance penalties. In addition, it is important to consider the possibility of

each of the components present in the entire process being compromised. To this analysis,

the most secure scenario using AES in GCM mode and the OBS as a push notification

service are considered.
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Figure 3.6: Key exchange overhead

• Compromised Mobile App: any tampering in mobile application code would modify its

signature, disallowing the mobile application to request an user push notification ID.

Therefore, by only attacking the mobile app, the attacker will not be able to deliver

a message containing the seed and IV (item 9 - Figure 3.3) to an original instance

of the app. So when the attacker build the cipher, the enclave will not decipher it

correctly, the tag checking method of GCM would fail and the message can be safely

discarded. Additionally, to act as MITM, the attacker would need to modify the pinned

certificate in the code and redirect the connection to his server, consequently modifying

the signature as well. Moreover, the distribution of the modified app would require

social engineering techniques.

• Compromised Device: jailbreak or rooted devices poses as a challenge to major mo-

bile apps. However in this case, it is not only a matter of owning the device but also the

push notification services built in the operational systems of the Android and iOS. This

would allow the attacker to retrieve the seed and IV for the encryption. Old versions of

those services had abuses reported [39], but the new ones apparently remain intact.

• Compromised Host application: this piece of software is a natural MITM in the envi-

ronment as forwards all the messages between all the other players. Yet, if a key not
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generated by the enclave is sent by the host application during step 8 (see Figure 3.3),

its signature cannot be forged if the mobile app is remotely attesting the enclave sign

key, preventing the creation of the tunnel with the mobile app. This is efficient in guar-

anteeing the privacy of user’s data. Unfortunately, it does not protect from the host

application from uploading fake data to the enclave since it can exchange keys directly

with the enclave. This can be mitigated by having the enclave checking the signature

of the host app.

• Compromised Enclave: the enclave is the root of trust. In other words, if the enclave is

corrupted during runtime, the whole setup fails. However, if a breach that allows to re-

cover the keys of SGX is founded, the previous communications are not compromised

as the shared key that encrypts sensitive data is immediately discarded after use upon

enclave destruction.

• Compromised Out of Band Server: an attacker controlling the OBS can deny delivery

of the messages and make the services unavailable.

Only by exploiting combined different infrastructures, that are nowadays reliable, an at-

tack would succeed. For instance, if external attacker objective is uploading fake/synthetic

data to the enclave, he would need to modify the mobile application, rooting/jailbreaking the

device and bypassing push notification services of main mobile operational systems, which

has not been done in the latest versions of the latter. In case the attacker is targeting to

intercept data from the users, he would require to thrive in all those aforementioned three at-

tacks inside the target user’s device. In short, those attacks are unfeasible in practice using

the current technology of the components implemented. Depending on the specifications of

the Hardware Secured Model (HSM), the latter can replace the enclave, in other words, our

protocol can be extended to current major banking infrastructure.
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Chapter 4

Event-Driven Interest Detection for

Task-Oriented Mobile Apps

Understanding the behavior of users when browsing mobile apps has increased interest in

recent years to identify relevant products and make personalized offers [48]. This growing

importance has driven focus of research on the analysis of task-oriented apps. This latter

type of apps are defined to be when a user has a prior motivation in mind when starting a

session [96], such as using the bank app to execute a wire transfer.

By analyzing navigation steps of the users’ click events, the final user action can be

identified, what is defined as High Utility Event (HUE) [43]. As instance, a user willing

to check his bank balance has to navigate through the app until reaching the screen that

presents his account. In this case, the HUE is the click event that contains the account

balance. Click events consist of a series of ordered events triggered by user interactions

when using the mobile app [18].

In this sense, many researchers have proposed various techniques to mine HUEs fo-

cused on finding the right candidates to the high utility (importance)[118]. However, the main

challenge of those investigations was to find the correct sequence of the user’s navigation

steps to obtain the target action.

In this chapter, a novel approach proposed combining Markov Chain and graph theory
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techniques to detect users’ interest in HUEs a task-oriented mobile app. This approach

mainly consists of mapping the whole mobile app by defining the source node based on

the first event when the user starts the mobile app. The algorithm verifies all the possible

routes, building a tree where the last nodes will be the events with high utility obtaining the

target action or events of interest to the user. In the end, clusters are created to highlight

the behavior of the users and the sessions by identifying the target action or the product of

interest to the user, such as a purchase or a loan.

Problem Statement

Given an events’ sequence of a mobile app, how to score the likelihood the user was to

execute a certain target action in a session. As instance, a customer of a banking mobile

application started to simulate a loan but did not submit a request. In this example, our goal

is to identify how close the user was to finish the loan application.

For small apps, a list of target actions, namely HUEs, can be created by domain experts.

However, more complex apps can have many candidates for target events, in other words,

there can be several relevant actions that has to be filtered in order to provide real behavior

knowledge. Additionally, complex apps from bigger enterprises are frequently changing,

adding extra layer of manual mapping HUEs and its navigation paths. Usually, the search

space is larger as the navigation events tend to appear in higher proportion than the targets.

Besides finding the right HUEs candidates, it is also necessary to detect the chain of

events that lead to the execution of the target. By finding this sequence, it is possible to

detect the intention of the user when he is navigating in the app in direction towards a certain

action. Therefore, the sequential patterns of the app are also investigated. By merging those

research topics, the term High Utility Event Mining is reached.

4.1 The Dataset

The analysis was performed on a click event dataset from an European retail bank app. Each

button of the app is uniquely named representing click events that are captured through a
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Figure 4.1: (a) Boxplot of sessions per customer (b) Boxplot of events per session

specific API HTTP call. This call is triggered at every click during user navigation to register

the events with a timestamp and linked to an user and session identifiers.

The dataset contains approximately 3.8 million sessions from over 210 thousand different

users in a data collection from 31 sequential days from 2021. Those sessions have around

28 million events among 311 unique ones. Figure 4.1 (a) shows how many sessions a

single customer started in the period and (b) presents how many events a single session

usually have. For the purpose of keeping the confidentiality agreement with the institution,

the names of the real events were replaced by ’e’ plus a number ranging from 0 to 311.

4.1.1 Dataset Issues

An important part of the modelling is data cleansing to avoid analysis on noisy data caused

by the occurrence of the following errors. The strategies for addressing those issues are

presented in the next sections.

Late Event Registration due to Disconnections

The user can lose the internet connection and continue using the mobile app. In the bank

app analysed, the strategy is sending the events when the user login again. In this case, the

events from the previous session are registered under the current session id, resulting in a

incorrect chain of events, as illustrated in Figure 4.2.
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Figure 4.2: Late event registration error

Figure 4.3: Losing events error

Lost Event Registration

There are some cases when the events are lost in the data pipeline. The reason for this

varies from problems in the mobile app when sending the requests up to issues on the

data flow from the servers to the bank mainframes. In any case, the dataset could contain

samples of sequences with missing events as shown in Figure 4.3.

Insufficient Samples for Modelling

In a fully data-driven approach as ours, all the events and its transitions are taken from

samples on the dataset. Consequently, if some of the events are not hit or the transitions

from one event to another does not have any sample, the model is under represented as in

Figure 4.4.

Figure 4.4: Lack of event’s hits for modelling
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4.2 Methodology

By combining techniques from graph theory, Markov chains, high utility pattern mining, cu-

mulative distribution function scoring and clustering, the approach below is capable of de-

tecting users’ interest in a certain event during their navigation in a task-oriented mobile app.

Figure 4.5 depicts the whole processing pipeline of our approach described in the following

subsections.

4.2.1 Event Definitions

To the use case, events are the clicks on the bank app that are captured via API HTTP

requests. Firstly, definitions and notations are given to be used throughout this chapter, and

then more specific details about events are provided.

An event e is a labeled click register generated during the navigation of a user in the app.

Let E = {e1, e2, . . . , en} be the set of events.

S((uidi, sidj), Ts, Te) denotes the click events sequence of the user uidi in the session sidj

between the starting time Ts and the ending time Te where Ts < Te. uidi 2 UID where

Figure 4.5: Overview of the processing pipeline
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UID = {uid1, uid2, . . . , uidk} is the set of users and k is the number of users.

sidj 2 SID where SID = {(sid1, Ts1 , Te1), (sid2, Ts2 , Te2), . . . , (sidl, Tsl , Tel)} is the set of

sessions.

The click events sequence S =< (e1, t1), (e2, t2), . . . , (en, tn) >, where ei 2 E, and Ts � ti 

Te such that ti+1 > ti.

Table 4.1 provides an example of the dataset. In practice, the length click events se-

quences can be very long, and can reach up to a hundred of events per session. In order

to mine and characterize causal relations between events, in the next step we introduce the

notion of event graph model based on Markov chain as an intuitive graph representation for

events.

4.2.2 Markov Chain Modeller

The model is based on n-gram sequence. An n-gram is a contiguous sequence of n events

from a given click event sequence. The intuition of the n-gram is that instead of computing

the probability of an event given its entire history of events, the transition probability of a n

set of events occurring in sequence is computed.

Thus, to calculate those transitions, bigrams are extracted from the sequences to com-

pute the conditional probability of original event eo targeting the event et. In other words, it is

an approximation with the probability P (eo ! et).

Given the events sequence Si,j =< (e1i,j , t1i,j ), (e2i,j , t2i,j ), . . . , (eni,j , tni,j) > of any user

i in any session j, the bigram of the sequence is computed. To compute a particular bigram

probability of an event given a previous events, the count of the bigram C(eoet) is computed

and normalized with the sum of all the bigrams that share the same first events:

User ID Session ID Click events sequence
U01 S01 <e1, e2, e3, e5, e6>
U02 S02 <e1, e2, e5>
U02 S03 <e1, e3, e5, e7, e3, e5>

Table 4.1: Click events dataset.
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P (eo ! et) =
C(eoet)P

C(eo)
(4.1)

Let the following click events sequences of any user and any session from Table 4.1:

< e1, e2, e3, e5, e6 >,< e1, e2, e5 >,< e1, e3, e5, e7, e3, e5 > . Here are the calculations for

some of the bigram probabilities from these sequences.

P (e1 ! e2) =
2
3 = 0.66 P (e2 ! e3) =

1
2 = 0.5 P (e3 ! e5) =

3
3 = 1

A Markov Chain is constructed from multiple successive events and their occurrence

conditional probability. In other way, it is a directed graph that represents successive transi-

tions between events click events sequences through the sessions and users.

Specifically, each vertex in the graph represents an event ei and each edge (ei, ej) indi-

cates that there is a continuous bigram between ei and ej . The Markov Chain over a set of

type of events V is a weighted directed graph G = (V ertex,Edge, �):

• V ertex is the set of events from E (V ertex = E).

• Edge is a set of edges in G. Let eu and ev be be two events in V ertex. There is an

edge (eu, ev) 2 Edge if and only if there exists a probability with a dependency rule:

eu
leu,ev���! ev.

• � is the function from formula 4.1 that assigns a probability for each edge (eu, ev).

The current transitions between events represent an order of the click events and the be-

havior of users when they use the app, but also represents the errors presented in Section

4.1.1. In order to reduce the potential noises caused by losing events registration presented

in Figure 4.3, some of the edges have to be removed. The first strategy for this removal is to

exclude when they do not match a minimum transition probability.

Given the weighted directed graph G = (V ertex,Edge, �), and a minimum threshold

min support, the filtered Markov Chain is a weighted directed graph

GReduced = (V ertexReduced, EdgeReduced,�), where:

• V ertexReduced is the subset of events from E (V ertexReduced ✓ V ertex).
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Figure 4.6: Markov Chain Noise Reduction

• EdgeReduced is the subset of edges in GReduced where EdgeReduced ✓ Edge.

• � is a function that assigns for each edge (eu, ev) 2 EdgeReduced the probability l0eu,ev

where l0eu,ev = leu,ev > min support.

In in Figure 4.6, the minimum support threshold is set to 0.05 as an example. The

transition probability from the Login to the event e7 is below this level, therefore, it is removed

from the model.

4.2.3 High Utitily Event (HUE) Miner

Mining the high utility events can be complex in an app that has many events. Mostly be-

cause the definition of high utility varies depending on the desired outcomes, as instance,

if it is business oriented, then product purchases would be relevant, or in a cybersecurity

perspective, a password exchange event draw more attention.

Notwithstanding, task-oriented apps are likely to have navigation steps until reaching the

event to execute the desired action. After executing this action, the user is usually taken back

to the main menu or logout the app. If the app is designed in this fashion, consequently, it is

possible to mine the HUE in a broad range by assuming the following:

Assumption : In a task-oriented app, HUEs are final states in unique sequences of

events.

In this sense, by traversing the graph, the sequences of events can be outlined. However,

finding the final states is challenging as it is hard to define the narrowing events of the
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Figure 4.7: DFS-based HUE mining

sequence in an unsupervised way. Intuitively, it could assumed that the events before a

logout or a return to the main menu could be the candidates for our HUEs. Unfortunately,

this assumption fails because the user can logout at any part of the app or return the steps

in the sequence until returning to the main menu. Therefore, an algorithm based on this

intuition would lead to many imprecise HUEs candidates.

The solution is to search the graph from a source node, which is the first event when

a user start the mobile app, and check on all the possible path are the nodes that can be

reached without revisiting a node. Fortunately, the algorithms Depth-first search (DFS) [117]

and Breadth-first search (BFS) [19] are techniques that can be employed to this end. Both

algorithms traverses the graph and transform it into a tree containing the paths from the root

node, the difference is that DFS tries to reach the deepest path while the BFS visit the node

neighborhood before moving to the next depth level. To the use case, when a part of the app

has multiple options, BFS tends to construct a layered tree where part of those leaves will

not have descendants, consequently, outputting wrong candidates for HUEs. On the other

hand, DFS group those options in the same level and constructs a tree where the leaves are

the final states. By searching the filtered Markov Chain from the login event, DFS outputs a

tree where the nodes with out degree equal 0 are our HUEs, as shown in Figure 4.7.

[t] Path Traversal Markov Chain Construction Input: A collection of app session traces

S, ⌘ minimum support for links and  minimum support for via-links

Output: Path Traversal Markov Chain [1]
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unigram dict dict()

link dict dict()

via link dict dict()

s in S length(s) < 3 break; i = 0; i < s.size()� 2; i++ v1 s[i] 1st vertex v2 s[i+1]

2nd vertex v3  s[i + 2] 3rd vertex v1! = v2 unigram dict[v1]+ = 1 link dict[(v1,v2)]+ = 1

create new key in dict or increase by 1 v3! = v2 via link dict[(v1,v2,v3)]+ = 1

(v1,v2,v3) in via link dict.keys() via link dict.get((v1,v2,v3) / link dict.get((v1,v2) > 

link dict.get((v1,v2) / unigram dict.get(v1) > ⌘ G.setEdge(v1, v2) link dict.get((v2,v3) / unigram dict.get(v2) >

⌘ G.setEdge(v2, v3)

v = G.vertex() !v.isConnected() G.removeV ertex(v)

G

DFS would output a perfect list of HUEs if none of the events is lost during the collec-

tion. The cleaning process was done by the minimum support from the bigrams. However, a

more frequent ”dirty” transition would still persist in the database if their occurrence is above

the threshold. Therefore, another strategy was adopted by creating a path traversal Markov

Chain. The path traversal Markov Chain is built by designing a new model of transition anal-

ysis, which incrementally creates links (bigrams) and via-links (trigrams), where the edges

are weighted according to the relationship between connected nodes. In other words, the

co-occurrence of nodes in a session, through a sequence of a mobile app events where a

subsequence of size 2 and 3 is considered a link and a via-link of a session, respectively.

By setting an additional minimum support for the via-links, the Algorithm (1) will remove the

misplaced transitions as double event loss occurrence is less likely to happen then a single

loss. The Algorithm (1) presents the graph construction and cleaning as a preprocessing

phase of the DFS algorithm in order to discover the data-driven HUEs.

4.2.4 HUE Scorer

For HUE scorer computation, the Markov Chain is considered as a weighted directed graph

(G,w) where G = (V,E) is a directed graph, V is the set of events in the Markov Chain, and

E is a set of edges in G where the edge are the connections between events in the Markov
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Chain. w : E ! IR�0 is a non negative weight function. The weight represent the probability

between two events in the Markov Chain.

The scoring method is derived from the definition of interest into a HUE. The closer the

user is to hit a certain HUE in a session, the more interested he is into executing this action.

To score the proximity, we used the Dijkstra algorithm [34] to calculate the distance of all the

events to the HUEs in the Markov Chain.

This distance, weighted by the transition probability, represents the score of interest into

an HUE. As the Dijkstra algorithm measures the distance to the target node, a lower score

means a higher interest into the HUE.

Algorithm 4.2.4 represents the computation of the shortest distances of the events to

the HUE. It is based on the Dijkstra algorithm on the weighted graph. The inputs are the

HUEs and the weighed directed graph constructed from the Markov chain. The algorithm

computes the shortest distances from each vertices to the HUE. The output is matrix of

weighted distances to the HUEs.

[t] Distance of all events to the HUE. Input: (G,w) and v. (G,w) an edge-weighted

graph (G,w) where G = (V,E) is a graph and w : E ! IR�0 is a non negative weight

function. v is the the target vertex. Output: dist(u) the distance from u to v where v is

the HUE. [1] dist(v)  0 and dist(u)  +1 / u 6= v Queue Q of all vertices in G using

dist as the key. Q 6= ; u  min{dist(x)|x 2 Q} Remove u 2 Q z adjacent to u and in Q

dist(u) + w((u, z)) < dist(z) dist(z) dist(u) + w(u, z) update z 2 Q dist

To achieve a score of interest a session in relation to a certain HUE, every session has

to be mapped from the event to its distance. The minimum value of this map represents the

closest the session was to the HUE.

4.2.5 Clustering

Clustering the sessions or users based directly on the distances will output improper clusters

as bigger the distance is, the lower is his interest to the HUE. Hence, an inversion step is

required before running the clustering algorithms. The final score can be calculate in a

simple way by applying MinMax function in score = 1�MinMax(dist(u)).
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To decide over the clustering algorithms, the size of the app has to be considered. If the

app is too big with many HUEs, the amount of cluster tends to rocket as the possibilities are

2 to the HUEs power. Normally, the domain experts are not looking to extract groups of all

the mixed HUEs, instead, they should select a group of correlated HUEs.

Considering this and the most common clustering algorithms K-Means and DBSCAN,

for this type of data, DBSCAN seems to be better as it is not required to specify the number

of clusters, but K-Means will perform better if the amount of HUEs to be clustered is larger

[22].

4.3 Experiments

4.3.1 Environment

The experiments were performed in a cluster with 4 nodes, 128 cores and 1 TB of RAM,

running Spark [130]. The parser and the n-grams extraction were implemented in Scala

2.11. The clustering, algorithms 1 and 2 were coded in Python 3.

4.3.2 Parsing

The first effort of the work was parsing the API calls to extract the events and their times-

tamps. The calls persisting in HDFS RDDs consist of ”user id, session id, call name, times-

tamp of the call and message” fields. UID and SID can be retrieved directly by querying the

table. However, the message fields from the calls that registers the events are the ones we

are interested. By filtering those calls, we extract the messages’ fields persisted in JSON

files that are parsed to fetch the labels and click timestamp from the events, resulting in 2

new fields. Then, the resulting filtered dataset is grouped by the user and session ids. The

events with the same user and session id are consolidated in a vector ordered by their times-

tamps. To fix the date issue 4.2 from the section 4.1.1, the first part of the events vector,

trimmed at the login event, are concatenated to the previous session in the call timestamp

order. The resulting parsed dataset with the columns of Table 4.1.
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Figure 4.8: Threshold distribution

4.3.3 Modelling the app

By iterating over the vectors of events per session to extract the bi-grams and calculating the

transitions probabilities with the formula provided in Section 4.2.2, a ”dirty” Markov Chain

could be plotted. To clean the noisy transitions, a minimum support threshold is set based

on their probabilities. However, as the threshold increases, events and transitions start to

be lost, as seen in Figure 4.8. This poses a challenge on how to calibrate the threshold

without eliminating the real transitions. It was expected that a visual indication would guide

the estimation of the threshold.

At first glance on the events perspective, it is possible to see that 15% is a maximum

threshold in order not to ban events from the model. But taking this 15% means that if the

app has a menu with more than 10 possibilities, then at least one of this transitions would

be less than 10%.

Another approach would be trying the elbow method [65] for the transitions. Even though,

there is an elbow in the right Figure 4.8, the precise calibration is not yet straight forward.

Actually, to determine this threshold, we had bank experts mapping the path for 7 HUEs,

ranging from infrequent to frequent ones. By sliding the threshold in the range of the elbow,

we stopped when we start to lose real transitions from the login to the HUE. The losing

tendency is bigger to the events that are more infrequent as the transitions probabilities are

lower until reaching those events. Finally, we reach a threshold of 2.75%, which seems to
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Figure 4.9: Frequent Markov Chain
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Figure 4.10: Mined HUE subtree

be the middle point of the elbow, and then the Markov Chain can be plotted, as the sample

Figure 4.9

4.3.4 Mining the HUEs

The challenge of this task is again finding a minimum support threshold, but this time for

the via-links required by Algorithm 1, besides the threshold already found. For this task, the

via-links mapped were the 7 HUEs selected by the experts. By identifying the undesired

via-links and their probabilities on those HUEs, we reached the second threshold of 18.6%

that is able to remove them. After running the algorithm and applying the output to DFS, 58

HUEs were discovered on top of the 312 events.

For the sake of fitting the output of the algorithm with the DFS in this chapter, Figure 4.10

illustrates only a subtree containing 42 navigation events leading to 22 HUEs, representing

approximately one sixth of the whole tree. Notice that the navigation events are not ordered

by their ocurrence when in the same edge, but, it means that those are the multiple clicking

options at a certain screen, such as choosing a type of loan.
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Figure 4.11: HUE distances vs HUE authority

4.3.5 Scoring HUEs

The HUEs are then submitted to the Algorithm 2, outputting a matrix with the weighted

distance to all the events to the HUEs. In sequence, every column becomes a dictionary to

translate the sessions events into the calculated distances. The minimum distance of each

HUE for every session row becomes a new column, generating a frequency matrix for all the

UIDs and SIDs.

This distance can be used as a score to highlight the interest of a user in a HUE. To this

end, the sessions that have distances below a certain level for a given HUE are the ones that

shows interest and when this distance is 0, the user has actually demanded the HUE. In the

experiments, it was observed that the authority score from the hits algorithm [68] provides

indication for determining the upper boundary for the HUE distance. In Figure 4.11, it is

possible to visualise the maximum distance for personal loan interest that can be set when

the authority score raises drastically.

By setting this boundary, the session rows with distance above the level can be filtered

off, resulting in a dataset that represents all the sessions interested in a certain HUE. Figure

4.12 illustrates the distribution of the interest and the actual demand for one of the products

in the period we analysed.
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Figure 4.12: Specific product interest and demand

4.3.6 Clustering by HUEs

The clustering approach aims to identify the behavior of the customers for marketing pur-

poses on the period analysed. The scores of the 7 previously selected HUEs were analysed

for this task. In order not to disclose any information about the bank’s customers, the num-

bers or the HUEs of the clusters are not presented. Still, to ease readers understanding

of the clusters, the 7 HUEs were divided in 2 groups: (1) investment (i.e. stock market

operation) with 4 products and (2) expenses with 3 products (i.e. loan).

First, the sessions of the user were grouped, keeping the maximum value of each HUE

score. Second, Principal Component Analysis [94] reduced the dimensionality of the matrix.

In sequence, 7 HUEs were submitted to the K-Means to try to identify the products. The

labels of K-Means are used by a Decision Tree Classifier to identify which HUEs are the

most significant to each cluster. Finally, DBSCAN was performed to try to extract the total

amount of clusters.

Figure 4.13(a) presents the output of K-Means, where it is possible to see a clear separa-

tion between the investment and expenses products. In opposition, the outcome of DBSCAN
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of Figure 4.13(b) does not gives any visual information. Yet, DBSCAN generated 98 clusters

on top of 27 = 128 potential HUEs combinations.

Figure 4.13: Clusters found by (a) K-Means and (b) DBSCAN

Comparing the methods, K-Means is more human explainable, while, DBSCAN resulted

in better product agglutination, allowing visualizing the combination of products among the

customers.

4.4 Limitations

The main bottleneck in this work is the scoring method with time complexity O(|E|+|V |log|V |)

[12]. The use of random or grid search does not scale well and the data size, while the in-

fluence of ⌘ and  hyper-parameters is undoubtedly important and there is no guarantee to

explore the hyper-parameter space without putting human-in-the-loop, experts.

On the other hand, computing clustering accuracy is a limitation as to perform this com-

putation there is a need to have the bank experts labelling all the app events.
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Chapter 5

Mobile Application Behaviour

Anomaly Detection based on API

Calls

Attackers trying to abuse the backend APIs have to understand the behaviour of the respec-

tive mobile application prior to their attempts. Some tools in the market have the capability

to actively eavesdrop the TLS [33] channel by creating independent connections between

the mobile application and the tool, and between the tool and the back-end server. The

next step would be trying to create fake requests departing from the tool to the back-end.

However, if they fail to recreate the behaviour of the application, the approach try to detect

anomalies by taking advantage of the following:

Assumption: For every click event of the app there is a set of API calls that are per-

formed to exchange data with the back-end server [95]. Those API calls respect an order

that is bound to the logic the app was created. In other words, every event will trigger a

set of ordered calls to the server that should be always the same if the app logic does not

change [129].

Thus, any interference to this assumption characterises an anomalous user session.

The main focus is to create an automatised process to detect those anomalies, that can be
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classified as application failures, data losses or malicious attempts to access directly the

APIs [54]. It is out of the scope of this work to classify the types of anomalies.

Every call, that is properly authenticated and reaches the server, receives a token to

be presented by the app in the next call, thus, a chain of calls is created in a session that

will be interrupted if this token verification fails. This means that a mistake in this chain is

automatically detected by the bank system as an anomaly. Therefore, in order to abuse

from this mechanism, an attacker, inside the Transport Layer Security (TLS) tunnel using

Burp Suite [20] as instance, has to create a first legit call and receive this first token, that

can be exchanged in further calls. However, if this attacker is ’studying’ the system, he will

repeat or even make calls in a different order than the coded logic of the app [15]. Therefore,

one of the main goals of this work is to identify sessions that could be attackers abusing the

APIs of the bank.

Figure 5.1: Event registry call replacement by event name

5.1 The Dataset

The experiments were performed on a dataset from a mobile application (app) from an

European retail bank. The dataset consists of API calls logs from requests made from the

app to the bank back-end server. Each log data point contains an id a user identifier uidi, a

session identifier sidj , a timestamp tst from the moment the event reached the server, the

name of the call ck and a data field dfl, where uidi 2 UID which is a set of user identifiers

of the customer database, sidj 2 SID which is a set of session identifiers, tst 2 ts which is

a set of timestamps, and ck 2 C which is a set of calls. A specific call is used by the app to

send click events through the data field dfl 2 DF which is a set of type of events.
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This specific call was replaced by the name of the event and its column eliminated,

resulting in a dataset similar to the illustrated in Figure 5.1. The reason for this replacement

is to capture patterns that correlate the click events with the calls that are performed to

execute the task desired by the user.

The dataset is formed of 40 days and over 4.6 million users’ sessions from 2021. The

sessions contains a mixture of 544 calls and events. To respect the privacy of the bank, the

real name of the calls was substituted by the letter cx followed by a random number x 2 N.

The real events’ names by the letter ey followed by another random number y 2 N, resulting

in 838 different combinations that uniquely identify either a call or an event.

In some circumstances, the calls and events are not stored in the logs. The reasons

for this range from issues with the mobile app while submitting the calls to problems with

data transfer from servers to the bank mainframes. In any case, the dataset may include

examples of sequences that include missing calls.

Another issue that should be considered when implementing a full data-driven approach

is that at least one sample of all calls and events should appear in a dataset. If the model built

has not seen on click event in the training set, consequently, the evaluation of the session

containing this unknown event will be automatically classified as anomalous. Therefore, it is

necessary to train in a wide part of the dataset.

The APIs are made available to the bank’s mobile and desktop application. The dataset

does not include the desktop sessions. It is only formed by mobile and sessions that are not

identified neither as mobile or desktop. Those unidentified sessions is the ground truth and

classified as anomalous sessions to train the machine learning algorithms. The anomalous

sessions are unbalanced representing around 1.3 % of the dataset.

5.2 Methodology

The approach consists of 5 steps to

1. transform and group the sequence of calls in every session
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2. generate the features using approaches to capture different characteristics of the se-

quences

3. normalizing the features

4. balancing the data

5. feeding machine learning models to classify the sessions as anomalous or not.

This section describes the 5 steps of the pipeline illustrated in Figure 5.2.

Figure 5.2: Pipeline

5.2.1 Data transformation: Raw2Sequence

The first step is to transform the data structures into a set of sequences. In fact, the sessions

were grouped by the uidi and sidj , and merged with the calls and events ordered by the

timestamp. This transformation reduces the size of the dataset by reducing user and session

identifiers redundancies. From this stage on, the timestamps are eliminated as they were

only necessary for ordering the sequence of calls, reducing even more the dataset.

The sequences show the dependencies among calls which define the behavior of a user

when connecting to an account. Let C = {c1, c2, . . . , cn} be the ordered list of calls, a
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sequence Si is built from a unique uidi and sidj , uidi 2 [
ck2C

uidk and sidj 2 [
cl2C

sidl such

that Si =< v0i , v
1
i , . . . , v

m
i > where the value vki 2 C corresponds to the key (uidi, sidj) of

the call ck. This process is illustrated in Figure 5.3. By transforming the rows of calls into a

sequence, it is possible to exactly track all the ordered steps of a session.

Figure 5.3: Transformation of data points in sequence based sessions

5.2.2 Feature Engineering

One of the main challenges of detecting patterns in an application session is how to trans-

form a sequence of calls of variable size in such a manner that is understandable to machine

learning algorithms. Hence, a proper feature engineering is necessary to extract normalized

frequencies of the same size and format that represents the sequence of behaviour in the

application. To this end, the three selected approaches are explained in the following sub-

sections.

Levenshtein Distance

The first feature engineering approach, that could be considered the most intuitive one for

this use case, applies the Levenshtein distance to measure the amount of editions to trans-

form a sequence of characters into another sequence [72]. By detecting the patterns of calls

for each click event, it is possible to compute the distance between a previously detected

pattern and an incoming session. In this case, higher distances will indicate that an anomaly

occurred in the event in question [6].

To detect the patterns of calls per click, each session calls sequence is trimmed by its

events. Depending on the logic of the app, the event will mark the beginning or the end the
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set of calls per click.

After retrieving all the sets of calls per click that appeared in the dataset for each event,

it is necessary to elect what is the subset of call that is more representative. By sliding a

window of increasing size, a table containing the occurrence count, the probability and the

window size is created. Intuitively, the higher probability would be the right candidate for

the pattern of calls per event. However, as the sliding window has to start with one for the

purpose of better generalization, selecting only the higher probability would give us mostly

candidates with one call. Instead, a better approach is defining a threshold and elect the

bigger window size that surpass this threshold. Assuming that the regEv is the specific call

that register the events of the app as mentioned in Section 5.1 and is the marked as the end

of the set calls per click, Figure 5.4 illustate the whole process of electing a candidate of a

pattern of calls for the certain event.

Figure 5.4: Calls per event pattern selection example.

In sequence, a dictionary with all the events and its calls is formed. This dictionary is

used to compute the Levenshtein distance against all the ones retrieved from the testing

sessions. This transforms all the sequences of calls in a sequence of Levenshtein distances
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for every event present in a session.

Given two session calls sequences Si, Sj , Levenshtein distance between Si and Sj is:

lev(Si, Sj) =

8
>>>>>>>>><

>>>>>>>>>:

max(|Si|, |Sj |) if min(|Si|, |Sj |) = 0,

min

8
>>>>><

>>>>>:

lev(|Si�1|, |Sj |) + 1

lev(|Si|, |Sj�1|) + 1

lev(|Si�1|, |Sj�1|) + k

otherwise
(5.1)

where K = 0 if (|Si| = |Sj |) otherwise K = 1. The added values can be manipulated

to reflect the error weight of substitutions (lev(|Si�1|, |Sj�1|)), deletions (lev(|Si|, |Sj�1|)) or

insertions (lev(|Si�1|, |Sj |)).

Given S1 and S2 two session calls sequences, where S1 = c1 ! c2 ! regEv and

S2 = c1 ! c3 ! regEv. The Levenshtein distance lev(S1, S2) = 1 where one substitution

operation has been done.

Markov Chain

This second approach intends to detect the probability of the transition between an element,

either a call or event, and the subsequent one. A Markov Chain is better visualised as a

directed acyclic graph [46] with transitions probabilities. Applying to the use case, a session

is a sequence of steps while walking through the graph that could be directly transformed to

a sequence of the transition probability frequencies. The data-driven model computation of

the Markov Chain consists in iterating through sessions, adding to a counter of occurrences

and calculating the origin element divided by the sum of all the destination element which

the origin is the same [89].

The model is based on n � gram sequence. An n � gram is a contiguous sequence of

n events and m calls from a given click event sequence. The intuition of the n � gram is

that instead of computing the probability of an event and call given their entire histories, the

transition probability of a set of events and calls occurring in a sequence are computed.
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Thus, to calculate those transitions, bigrams are extracted from the sequences to com-

pute the conditional probability of original call co targeting the call ct. In other words, it is ap-

proximated with the probability P (co ! ct). Given the calls sequence Si,j =< c1, c2, . . . , cn >

of the user i in any session j, the bigram of the sequence is computed. To compute a par-

ticular bigram probability of a call given a previous calls, the count of the bigram B(coct) is

computed and normalized it with the sum of all the bigrams that share the same first events:

P (co ! ct) =
B(coct)P
B(co)

(5.2)

A Markov Chain is constructed from multiple successive events and their occurrence

conditional probability. In other way, it is a directed graph that represents successive tran-

sitions between click events sequences through the sessions and users. Specifically, each

vertex in the graph represents either an event ei or a call ci0 and each edge (ei, ej) and

(ei, ci0) indicate that there is a continuous bigram between ei and ej , and ei and ci0 , respec-

tively. The Markov Chain over a set of type of events and calls is a weighted directed graph

G = (V,E, �):

• V is a set of events and calls.

• E is a set of edges in G. Let vi and vj be two events or calls in V . There is an edge

(vi, vj) 2 E if and only if there exists a probability with a dependency rule: vi
��! vj .

• � is the function from equation 5.2 that assigns a probability for each edge (vi, vj).

If the model is built without seeing at least one example of every possible interaction,

further evaluation of a session with an instance of an unknown incoming legit transaction

would lead to a detection of a false positive anomaly. On the other hand, application or

data storage errors that miss transitions, but appear in modelling, would result in skipping

anomalous sessions, namely false negatives.

Thus, the Markov Chain should be modelled with a substantial amount of data and a

threshold filter is applied to support a minimum representation on the model. The more

data is seen, the more accurate the threshold can be set as a trend of decrease in error
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Figure 5.5: Markov Chain example with the removal of a call below threshold

representation is expected, except if the dataset contains over threshold recurrent errors.

After setting the threshold, the outcome some be as shown in the modelling example of a

small application in Figure 5.5, where the call c8 would be removed as instance.

The strategy for this filtering is to exclude when they do not match a minimum transition

probability. Given the weighted directed graph G = (V,E, �) and a minimum threshold

min support, the filtered Markov Chain is a weighted directed graph G
0
= (V

0
, E

0
,�), where:

• V
0 is the subset of events from V (V 0 ✓ V ).

• E
0 is the subset of edges in G

0 where E
0 ✓ E.

• � is a function that assigns for each edge (vi, vj) 2 E
0 the probability P (vi ! vj) where

P (vi ! vj) � min support.

In Figure 5.5, the minimum support threshold is set to 0.01 as an example. The tran-

sition probability from the call c9 to the call c8 is lower the the minimum support threshold.

Therefore, it is removed from the model.
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LSTM

This section describes the Long-Short Term Memory (LSTM) neural network encoder [57]

model that operates at the API Calls level to generate a vector representation of sessions.

The encoder consists of the word vector dictionary known also by embedding layer [24].

It is used as dense encoding compared to one-hot encoding to extract features from session

calls. LSTM layers are used to encode the sequence of calls. On the other hand, the head of

the encoder consists of 2-LSTM layers, which predict the next call within a session at each

iteration. Once the model is fine-tuned, the LSTM model extracts the sequence of features

to represent a dense session vector.

Embedding layer: First, the dataset asset represents multiple sessions SID. Each Si

is comprised of a sequence of API calls. Each call ci constitutes an integer vector repre-

sentation of calls denoted as a binary valued vector bci 2 {0, 1}k, where k is the number

of unique calls. The embedding layer allows to turn each call bci into a fixed length vector

of a predetermined size d, as a dense vector representation wi 2 Rd, this constant length

of calls vectors allows better modelling and representation of calls while also reducing their

dimensionality. In the pipeline, the embedding layer is made up of two-dimensional input

matrix, called session matrix, represented as ES 2 Rm⇥d, where d is the calls embedding

dimension and m represent the length of session Si, |Si| = m, where m > 0.

Therefore, the result is a dense representation matrix rather than simply a sparse matrix.

The ES is made as an input the LSTM layer.

LSTM layer: A special kind of architecture called many-to-one LSTM model [51] is able

to learn long dependencies in call sequences in unidirectional LSTM model given the se-

quential nature of the data. LSTM gates are selected due to their high performance in

capturing long-distance dependency between word sequences in short texts [122], with the

same analogy; calls are considered as words and sessions as sentences.

Many-to-one LSTM take into account only the previous only for this reason, it was used

deep many-to-one LSTM of 3 layers to consider the information from the previous hidden

states. Therefore, the model is able to predict the next call from a sequence of calls called

session using the multi-class cross entropy as the loss function to train the model using SGD
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as an optimizer method [99].

In the experiments, the focus is to investigate the effectiveness LSTM frequencies based

on LSTM embedding fine-tuned using the next call prediction as machine learning task.

Therefore, once the dense vector representation of each call wi 2 Rd is reached, the session

matrix ES 2 Rm⇥d is constructed to apply set of 5 statistical frequencies of top of ES , as

feature extraction approach to represent sessions.

5.2.3 Normalisation

When a session sequence of calls and events is transformed into frequencies with any of

the 3 previous explained algorithms, the output is always a vector of values. For the Leven-

shtein distance, the vector varies according to the amount of events. The Markov Chain will

output a value for every bi-gram encountered in the session. The most expensive one is the

LSTM that will create a vector of the hyper-parameter size for each call or event increasing

drastically the size of the dataset.

The Machine Learning algorithms cannot work with such heterogeneous sizes and for-

mats frequencies. Hence, the features have to be normalized in order to produce the same

value ranges ([0, 1]), while keeping the properties that will enable the classification methods

to distinguish between a normal and an anomalous session. For this purpose, the following

five statistical methods were selected based on the values of each session:

1. Min: the minimum value.

2. Max: the maximum value.

3. Avg: the average of all the values.

4. Log: the sum of the logarithms of the values.

5. Std: the standard deviation between all the values.

After processing the five computations for each of the 3 feature engineering algorithms,

the output is a dataset with 15 columns of a single numeric value for each session. The
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reasoning for selecting these methods varies for each of the feature engineering algorithms.

A high Levenshtein distance and Markov Chain probabilities are likely to be represented in

normal session, while a high LSTM embedding distance would be a probable anomalous

session. For the use case, the min for Levenshtein and Markov Chain and max for LSTM

values would capture at least one anomaly appears in the session. The average and stan-

dard deviation are expected to be distinguishable from normal sessions if more discrepant

values appear in a session. The sum of the logarithms would increase for sessions with

more anomalous transitions.

5.2.4 Balancing the data: SMOTE

In this section, SMOTE [23] method is presented to solve the crucial issue with imbalanced

API call sessions dataset.

Over the past decade, class imbalance learning is well known as a challenging task in

supervised machine learning, two approaches exist in the literature and commonly used for

machine learning models, over-sampling and under-sampling techniques.

In this work, the focus is on oversampling techniques and instead of using a naı̈ve non-

parametric oversampling technique such Random Over Sampling (ROS) [85], which leads

to create duplicates in the dataset by simply extending the minority classes by drawing ran-

domly and with replacement anomalous sessions. A parametric over-sampling techniques

is opted and according to the review presented in [44], SMOTE is the most famous and effi-

cient over-sampling technique, where the algorithm generates synthetic samples for one or

more minority classes based on interpolation techniques, in the use case anomalous rare

sessions.

As shown in [44], many SMOTE variant strategies have been proposed, however, the

pipeline of this work use mainly SMOTE based on arbitrarily interpolates to generate new

synthetic minority samples where each new sample must be between real samples of each

specific minority class by following the K-nearest neighbors (KNN) algorithm, as described

in [44].

As illustrated in Figure 2, once the dataset is normalized, the entire imbalanced dataset
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is fed to the SMOTE algorithm to smooth out and over-sample the imbalanced properties

of each class before the training phase to improve the performance of the model, which by

fact SMOTE avoid the over-fitting compared to ROS by keeping the new synthetic samples

within the boundaries of original data points [23].

5.2.5 Machine Learning

After the proper feature engineering, normalisation and balancing of the data, the machine

learning task should be able to differentiate normal from anomalous session based on the

behaviour frequencies extracted by the previous steps of the pipeline. In this sense, the main

classification machine learning are expected to achieve good performance. The previous

work [46] applied Naive Bayes, Decision Tree, Random Forest and Support Vector Machines

to their use case, that can be considered similar in terms of the machine learning task.

5.3 Experiments

To run the experiments the dataset was partitioned in 3. One part for modelling the feature

engineering calls per event pattern, the Markov Chain and the LSTM embeddings. After

parsing the data as described in Section 5.3, the first challenge was to run the three feature

engineering algorithms in sufficient data so the models created have representations of all

the transitions. After a business reasoning, 30 days of data were elected to generate the

models as it should contain almost, if not all, the click events and their respective calls.

In order not to disclose any information regarding the banking daily transaction, there is no

disclosure on how much data represents the 30 days. Also, the experiments were performed

in the dataset with data from the same version of the mobile application, discarding the

possibility of new events added in newer versions. From the remaining part of the data, 70%

was used for training the machine learning algorithms and 30% for testing them.
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5.3.1 Environment

The experiments run on a 4-node Spark 2.3.2 cluster with 18 GB of RAM and 4 cores each,

and 1.5 TB of disk space, on the bank premises. The parsing and feature engineering was

developed in Scala 2.11 and the remaining part of the pipeline in Python 3.

5.3.2 Extracting the features

Each feature engineering algorithm described in Section 5.2.2 was evaluated in the train-

ing dataset to extract the patterns of calls per event, and the transition probability and the

embedding distances between the calls and events.

Calls per event patterns

To isolate the calls that are performed in relation to a particular event, first it is necessary to

understand when the event is sent to the back-end. In the bank mobile application analysed,

the call is the last one in the chain. In other words, when a button is pressed in this mobile

app, all the data exchange calls are performed before sending the last call that will register

the event. This results in a behaviour that is similar as illustrated in Figure 5.4.

By trimming the sessions by the event and collecting all the calls that appear before the

event, all the sets are joined to create a dictionary containing all the calls that appeared for

the events with the occurrences counted. At this stage, it was expected that the totality of

events of the dataset would have multiple set of calls, however, only part of them trigger

calls. This is not a problem for the use case because the main focus is in capturing the

behaviour of the events and calls that could harm the system, videlicet the ones that can

modify the state of the server, e.g. execute a wire transfer.

Then a sliding window from 1 to size of the set of calls outputted all the n-grams possible

for each of the events. Those n-grams were then counted for every type of event and their

probabilities calculated. By capturing the most recurrent one, a dictionary with 234 events

and their respective calls is formed. The distribution of size of the set of calls versus the

quantity of events is illustrated in 5.6. In the setup, this process took around 20 hours to
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Figure 5.6: Distribution of quantity calls per number of events

finish for the whole 30 days.

The Levenshtein distance algorithm operates in character level. This means that the

events and calls have to be replaced by a single character. Besides the 311 events, there are

other 538 calls that have to be mapped to characters if this replacement is performed in the

dictionary level, posing another issue as the encoding tables are 256 characters maximum,

such as ASCII. To overcome this limitations, the dictionaries are kept with the full calls and

events names and transformed into single characters while evaluating each session. None

of the sessions surpassed the limit of characters.

Finally, each session was trimmed by the event and the respective calls, and the leven-

shtein computed against the dictionary value. The session are then transformed to the 5

statistical frequencies. After reducing the 5 dimensions to 2 with PCA, the testing dataset

can be seen in Figure 5.7.

Transition probabilities

Transforming the sessions in the transitions probabilities was more straight forward than the

calls per event patterns. To this end, all the sessions were transformed in bi-grams and

then counted. The amount of one origin to a destination call divided by the sum of the all

of the transitions with the same origin results in the transition probability. The threshold of
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0.01 filtered off X events forming a bi-gram dictionary containing their respective probability.

The whole computation of the Markov Chain based on 30 days of data took over 8 hours to

complete.

The training and test dataset were mapped to their bi-grams transition probability dis-

tribution. Figure 5.8 illustrates the PCA reduction to 2 is again applied to the normalised

sessions.

Embedding Euclidean Distance

The most computationally expensive algorithm to perform was the LSTM embeddings to

transform the sessions in embeddings and then compute their distances, taking over 12

days to complete for the 30 days of data in the cluster.

Firstly, all the calls and events are transformed in a symbolic computation graph with an

embedding of 64 positions. In sequence, the initial states for 512 hidden and 3 lstm layers

are set. Those hyper parameters were selected based on the amount of transitions found in

the Markov Chain.

Batches of 32 calls and events were taken in 20 epochs per day to generate the LSTM

model for the 30 days of data. The training and test dataset were then transformed to

embeddings, costing a lot of disk memory to the cluster. Only one day of data surpassed

150 GB. The distances are then calculated by measuring the Euclidean distance from the

model embedding to the sessions embedding. The 5 normalisation statistics were computed

and reduced to 2 dimensions with PCA to present the Figure 5.9.

5.3.3 Balancing the data

The training set was formed by 515,816 with 6602 anomalous sessions, representing around

1.28%. If the algorithms were directly trained using this set, there was a high probability of

the machine learning algorithms generate false positives and false negatives. First experi-

ment was attempted to train and test with this data and the best performance was 82.73%

in the random forest with mixing the Levenshtein distances and Markov Chain probabilities.
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Figure 5.7: Principal Component Analysis of Levenshtein Distances

Figure 5.8: Principal Component Analysis of Markov Chain
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Figure 5.9: Principal Component Analysis of LSTM

Figure 5.10: Principal Component Analysis of all features
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By applying the SMOTE algorithm to balance the data, better results were achieved.

5.3.4 Results

The test set contains 154,745 in which 1,984 belongs to anomalous class. The first ap-

proach to the features was trying to see if a visual division of the classes using PCA could

be observed. A first visual glance of all of the features, reduced to 2 dimension, can be seem

in Figure 5.10. By comparing with the other figures, it is visually notable that LSTM-based

features are the most prominent. But the graphical distribution of the Markov Chain features

were more promising as the anomalous class are more dense in the left side. To evalu-

Algorithm Gaussian Decision Random
NB Tree Forest

Lev 0.036084 0.017385 0.038651
MC 0.138052 0.000000 0.000000

LSTM 0.046971 0.110930 0.110706
LSTM + MC 0.046971 0.731652 0.764765
Lev + MC 0.045405 0.940885 0.966179

LSTM + Lev 0.046971 0.061807 0.102190
All 0.046971 0.912612 0.950993

Table 5.1: F-measure scores of Machine Learning algorithms using individual and mixture
of features

ate the performance of the created features over the machine learning algorithms, each set

of 5 features were evaluated for Levenshtein Distance (Lev), Markov Chain (MC), LSTM,

and mixtures of them over 7 machine learning algorithms: Gaussian Naive Bayes, Decision

Tree, Random Forest, Support Vector Machines, K-nearest neighbors, Logistic Regression

and Support Vector Classification with kernel RBF. The results are report for the 3 best F-

measure scores in table 5.1. The best performance achieved 96.61% of F-measure when

combining the Levenshtein distances with the Markov Chain probabilities. Notice that individ-

ually those algorithms could not perform good results. Adding the LSTM features degrades

the performance.

Figure 5.11 illustrates the most relevant features taken from the Random Forest with

all the features. Basically the logarithmic feature of the Markov Chain contributes most to
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Figure 5.11: Complete Feature Importance

Figure 5.12: Feature importance for Levenshtein Distances and Markov Chain mixture

the performance but all the Levenshtein Distances when added help to increase the perfor-

mance as seen in Figure 5.12.

The last thing to be comprehended is how many false positive and false negatives are

raised by the approach. Figure 5.13 presents the 3 confusion matrices outputs of the ma-

chine learning models applied to the Markov Chain and Levenshtein Distances features.

The best classifier to the use case, Random Forest, skips 70 anomalies on top of the 1984,

representing 3.52% of false negatives, and misclassify 64 normal sessions or 3.23% of 1978

positive labels.

5.4 Limitations

Even though a statistical analysis can try to identify the threshold for Markov Chain, filtering

should be manually set by domain experts and may lose real transitions when there is a
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Figure 5.13: Confusion matrices for Levenshtein Distances and Markov Chain mixture
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menu in the application with many items and some of them not accessed frequently. There-

fore, for better performance, it is highly recommended that a map of the application should

be created and the probabilities added to the map instead of trying to extract the transitions

based on the data.

New versions of the mobile application requires a new modelling to add or remove events

and respective calls transitions. As the modelling is fully data-driven, the model will only be

complete when users click on every possible interactions. This means that a new released

version would output false negatives and positives for some period while learning from the

data.

The anomalies detected here could also contain errors in the data flow of the application,

thus, it cannot be guaranteed that they are malicious attempts on the application. This

means that the approach is good for generating alerts but they have to be manually analysed

afterwards.
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Chapter 6

Privacy Preserving Decentralised

Super App

Another emerging concept of mobile development is the super app, an application, usually

mobile first, offering a set of services from different stakeholders, namely member apps. In

an unique platform, different providers can offer several types of services. Although it is

named super app, an instance of a super mobile application is only one part of the nec-

essary infrastructure. Actually, every member mobile application needs to implement its

business logic portion, while the super mobile application owner, if there is one, maintains

the infrastructure.

For instance, the popular Chinese WeChat app, initially released as a messaging service,

has lately integrated a number of other services. As a result, it is now possible to order

a taxi or make a doctor’s appointment using the app. From a user experience point of

view, a super mobile application is highly desirable as it eases access to different services.

Nevertheless, it raises privacy concerns as the super mobile application owner retains high

control of user data and information provided. As instance, recent new stories accused

WeChat of censoring information related to the COVID-19 outbreak1. Indeed, data-driven

applications are common target for a vast number of malicious attacks that can ultimately
1https://www.buzzfeednews.com/article/ryanhatesthis/china-tencent-wechat-yy-censorship-coronavirus
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reveal individual private data from millions of users [35].

According to KPMG 2, the next trend for super apps is its adoption by large financial

institutions. Such super apps could gain significant control over data describing user habits

including lifestyle and purchasing behaviour. Financial institutions are likely to be the next

industry to widely adopt this kind of digital ecosystem [42]. From the user experience per-

spective, the super mobile application facilitates access to broader services.

Solutions, such as the hailed end-to-end encryption implemented in WhatsApp, do not

solve these types of problems and create a false perception of privacy3. Nonetheless, the

Facebook group has shifted their platforms to enable addition of multiple services from out-

siders. As instance, Brazilian banks use chatbots via Whatsapp to interact with customers

in order to perform small transactions4.

As the super mobile application is a highly coupled environment with many different

stakeholders, a lack of a proper reasoning on privacy can expose several vulnerabilities.

Taking into consideration the Brazilian bank example, it is possible to identify a conflict of

interests between Whatsapp and the banks. Banks want to be assured that Whatsapp is not

reading the transaction’s messages from the phones. On the other hand, by having access

to these messages, Whatsapp would be able to gain additional knowledge of their users.

This is only one example of open issues to deploy solutions in such environment.

In fact, users can easily lose control of their data as exchanges between the stakehold-

ers tend to increase when a wider range of service starts to be offered. This lack of control

can happen in twofold: 1) the type of data collected; 2) with whom the information was

shared. Usually, the super app owners control the whole users dataset, therefore, it com-

pletely depends on its goodwill to create mechanisms that guarantee control of data to the

user. Indeed, data-driven applications are a common target for a vast number of malicious

attacks that can ultimately reveal individual private data from millions of users[36].

In 2017, the European Union emphasized the importance of data marketplaces to make

the EU more competitive in terms of computational intelligence [61]. Furthermore, data
2https://home.kpmg/xx/en/home/insights/2019/06/super-app-or-super-disruption.html
3https://theconversation.com/becoming-more-like-whatsapp-wont-solve-facebooks-woes-heres-why-113368
4https://iupana.com/2020/02/17/despega-la-banca-whatsapp-en-brasil/

85



marketplaces could be enhanced by API’s and blockchain technology could help to the de-

velopment of data-sharing models [28].

In addition, blockchain presents many advantages to develop the data marketplaces in

EU, such as: there is no need of a trustworthy intermediary; it is offered transparency and

the smart contract could reduce costs when the sharing of data is automatized [47].

In this context, the European Parliament report published in 2018 highlighted the impor-

tance of the blockchain technology to the development of solutions for the compliance with

the principles of ensuring secured and self-governed data [84]. Thus, this article seeks to

present alternatives to ensure that data subjects could have control over their personal data

as regulated in Recital 7, Article 15 and Article 20 of the General Data Protection Regulation

(GDPR).

According to [40], the connection between an offline storage with the blockchain would

help data subjects to “control and own their personal data, while service providers are guests

with delegated permissions.”. Therefore, the use of blockchain technology in super apps will

help to empower data subjects to decide which data will be provided and when the consent

will be revoked in a transparent way.

Another rising issue when it comes to super apps is the fact that the business logic tends

to be centrally controlled if there is a super app owner. As instance, a food marketplace that

sells meals from several restaurants but with the application logic completely owned by the

marketplace provider.

Considering those issues, a complete decentralised architecture is proposed in order

to: 1) Prevent that a single owner of the infrastructure control the whole users’ datasets; 2)

Provide a full log of data access between the stakeholders; 3) Allow member apps to create

their own interaction experience to be plotted at users’ screens; 4) Publicly attest all the

member apps programming interfaces within the super app.

This chapter presents a framework that enables the creation of a super app using privacy

by design principles. The proposed framework presents the following main features and

contributions:

• Endpoint security: the super app communication channels must always be imple-
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mented using the Trusted Execution Environment (TEE) Intel SGX cryptographic prop-

erties. By properly implementing authenticated key exchange protocols between a

super app instance and a SGX protected server, requests reaching endpoints are

trusted to be arriving from a legit user instance of the app. In other words, an attacker

will not be able to create a fake app or script to interact with the endpoint. The details

describing how this can be achieved are found in Section 6.1.1.

• Privacy by design: the user’s privacy is guaranteed by default. No action from the

user is needed to maintain its data safe and used only when allowed. The proposed

framework includes user’s permissions management system.

• Protected data exchange between member apps: the system should orchestrate the

creation of a secure tunnel between member apps to guarantee data encryption. This

orchestration aims also to provide footprints in order to keep track of users’s data

flowing among members apps in an auditable manner.

• Cloud deployability: the correct implementation of components will protect against

cloud provider insider attacks, as it is processed in a TEE.

The approach allows the service providers to publish a set of APIs or even creating their

own user experience design, while publicly attesting the whole executed on their behalf.

Any auditing or inspecting entity can request evidence to be presented about what data was

requested from the user and who had access to it. To the best knowledge, this is the first

approach to a Decentralised Super App designed to preserve privacy.

6.1 System Requirements

The core of the system is the application that will take care of users data, namely Super App

Management Service (SAMS). It is designed to keep the privacy of the users by masking

all sensitive data exposed to the member apps and providing strong authentication. To

those ends, SGX was elected as the root of trust as it has the ability to process data without

disclosing it even when an attacker is in control of the machine. This is a feature for mitigating
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Figure 6.1: Architectural blueprint

the risk of data disclosure when running in a third party cloud environment. By adopting SGX

cryptographic features the following components can be combined as shown in Fig. 6.1.

6.1.1 User Provisioning Module (UPM)

This component is a SGX enclave that creates a new incoming user. By generating a new

unique id and inserting it in a hash table that will map a different id for each member app,

the system can guarantee that the identity of the user is only known by SAMS enclaves.

The previous work on this topic [91] covers a protocol designed to assure that end-to-end

encrypted messages are coming from the mobile app directly to the SGX enclave. This is

perfectly adequate to ensure that communication with the UPM is actually coming from the

super app. In addition, this module is also responsible for safely storing users credentials
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using SGX sealing functions, which is already covered in [76].

6.1.2 Authenticator Module (AM)

Once the user is created and their credentials are stored, the user can start using the super

app. When logging in, the user will have his credentials collected and sent to the Authen-

ticator Module implemented in another set of enclaves. To implement this module, industry

standard FIDO Alliance specifications can be followed. FIDO security requirements [77]

classifies implementations of authenticators in trusted execution environments as level 3,

being only considered less strong than an implementation in a dedicated secure element.

After being authenticated, a session is open and a OAuth2 token is issued to the user super

app instance, in a similar fashion as presented in [119].

6.1.3 Privacy Enhacing Module (PEM)

When interacting with a certain member app, the super app presents user’s OAuth2 token

to an enclave that communicates with its backend. This backend enclave interacts with the

SAMS via PEM. This module checks if the session is open and returns the hash of the id of

the user bound to that member app.

The permissions the user gives to that member app are also registered in the SAMS.

PAM will take into considerations those permissions when the member app backend re-

quests sensitive information from SAMS.

Another funcionality of PEM is to guarantee privacy to data exchange between member

apps. This is one of trickiest functionalities of SAMS. As each backend knows a different ID

for the same user, PEM will interface the data exchange by acting as the server in Extended

Triple Diffie-Hellman (X3DH) [83] of Signal protocol. In this way, the communication ciphered

tunnel between the member apps will only open if PEM verifies that the user granted access

to that member app to request the data to the other one. A previous work covering group

access control can be found in [29]
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6.1.4 Super App Membership

Super app membership will consist of provisioning an enclave app to the new member.

This process is crucial in order to enable establishment of X3DH tunnels between the other

members. Additionally, if the super app is implemented as a renderer, this membership can

provide all mobile user interface components.

There are two approaches to implement member enclaves. The first one is as a part of

SAMS infrastructure. To be more precise, the enclave is then called by a SAMS host app.

This would give greater control to the SAMS owner as the functions are all implemented by

him. In this case, all the data coming from the super app would need to be forwarded to the

member app backend, increasing the network time.

Conversely, the member app developer can implement the enclave as a part of his back-

end. This would give more freedom to customise the functions according to the business

needs. By attesting member’s enclaves, the necessary auditing task of verifying their codes

becomes mandatory for SAMS and poses a delay to the developer. Every time the devel-

oper changes the code, another measurement would be generated and could immediately

be detected by PEM and consequently block all the communication with the backend, as

session establishment between super app and member apps is based on key derivations

mediated by PEM. This approach would require a stronger software deployment process,

yet, it makes SAMS code base lighter.

In both cases, the super app will always communicate with an enclave. This principle

ensures that the endpoints are secure, if implemented in a similar manner as presented in

[105].

6.2 Challenges

Even though the technologies presented in the last section solve problems of designing the

proposed system, there are other issues that has to be solved. In this section, a set of

concerns to be addressed are presented.

90



6.2.1 Scalability

As the borders of the apps are all built using SGX, horizontal scaling is not a simple matter

of adding new processors. In fact, addition of new processors will require a process of

provisioning the new SGX/enclave keys. However, if this is a weak process in the security

perspective, the whole system can fail to provide the expected privacy. It is possible to

summarize in one question:

How to securely add new enclaves to an existing group of enclaves?

6.2.2 Disaster recovery

Every time the data needs to be shared among different enclaves and sealed outside the

enclave, there is a need to have a group cipher. In other words, all and only the allowed

enclaves should have access to the sealed data. But this leads to a problem that would

happen if all the processors in possession of the keys are lost, consequently, losing all the

sealed data. For this problem the research question is:

Is it possible to recover data sealed by a lost group of enclaves?

6.3 Architecture

6.3.1 Design Principles

Smart contract as super app backend

Instead of a backend for the super app, a smart contract is designed. This smart contract is

responsible for enrolling new member apps, serving a curated list of the active member apps

and managing the permissions to share the data. When the super app instance starts, it will

hit this smart contract to request all the list of member including their certificates, enclave

and smart contract addresses.
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Attested server driven rendering

A mobile app with a server driven user interface receives all the screens layouts from an API.

Each file contains the content to be rendered, the components to collect data and the link

to the next screens, creating a chain of layout files. By adopting this paradigm, the member

apps are exempt from implementing client-side UI. In the approach, those layouts files are

coming from member’s enclaves, which will serve as the member app backend. The term

attested server driven rendering is coined as the enclaves will sign all the layout files to attest

what data is intended to be collected from the user and that the layout files are coming from

a valid member.

Identification based on public key cryptography

After provisioning, users and members certificates are stored on the blockchain. Therefore,

every time they need to prove their identity, asymmetric cryptography plays the role.

Enclave attestation report on chain registration

Member’s enclaves register an attestation report in their smart contract. In this way, any

modification to the enclave code is logged, easing auditing process. In other words, along

with server driven rendering, it is completely clear what sort of data is collected from the

user in each version of the enclave code.

Validation of app origin

The protocol for a ”SGX enclave secure channel”, developed in [10], might be used to add

a validation origin step and to guarantee that the requests are coming from a legit super

app instance. By applying this protocol in the communication between the instance and the

member’s enclaves, automatised attacks aiming to request user’s data as well as submitting

fake transactions are avoided.

92



Member apps smart contracts as data brokers

Members are allowed to exchange user’s data. However, it is only feasible through a smart

contract. An enclave in need of an specific data collected by other member app will hit the

endpoint of this third party member to request an access token, leaving a data exchange

audit trail.

User sensitive data is not stored on chain

User data is stored in his smartphone, in encrypted format when necessary, and in the mem-

ber’s databases. The blockchain will only maintain his certificate and the permissions gave

to member’s to collect and/or share his data. This action will help to ensure the right to

be forgotten as defined by Article 17 GDPR and it will avoid the clash between DLT’s char-

acteristic of immutability and the GDPR, also following the recommendation of the French

Data Protection Authority (CNIL) of decoupling sensitive data from the chain by using proper

encryption methods to secure the data while keeping the exercise of erasure rights [26].

6.3.2 Super App Development

The decentralised approach assumes that the infrastructure is not owned by a single entity.

However, the super app instances running into user’s devices should have a centralised

development as a single app will be deployed into the stores, whether it is a community or

a group of stakeholders effort. The components of the super app instance are illustrated in

Figure 6.2 and listed below:

User Interface

A common technique in mobile development is the dynamic rendering of screens layouts,

which means that the mobile app embeds all the User Interface (UI) components and that the

layout files comes from the server. By adopting this paradigm, the member apps are exempt

from implementing client-side UI. The layouts files also include the endpoints to receive the

data points. In other words, the screen coming from the member app will require data to
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Figure 6.2: Super app instance components

be sent back via POST to an URL indicated in the layout file. Besides the layouts plotting

and data collection, the user interface will also request permissions from the user to allow

sharing data with and between the member apps. These permissions are registered in the

super app smart contract.

Key Pair Generator

The identification of the user on the blockchain is based on his public key. Therefore, the su-

per app developers are required to implement a key pair generation function. The generated

public key should be registered in the super app smart contract.

Key Chain

It is crucial to the security of the system the protection of the private key or secret key (SK),

at risk of personification by an attacker in case of the key stolen. User data is also required

to be ciphered by the Key Chain methods. Both iOS and Android have methods for storing
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this key safely in a keychain or keystore accessible only by the application sandbox.

Database

The amount of data to be stored inside the device can vary substantially. However, in most

of the cases, the member apps can store the data associated with their usage, leaving a

small portion to be stored locally and fully encrypted.

User Authentication

While protecting the private key can be easily implemented by using methods already avail-

able, authenticating the user to make use of the key can be tricky, specially when an user

replaces his device, since there is no central repository for users credentials. Thus, the rec-

ommendation is to follow Strong Customer Authentication (SCA) requirements of PSD2. In

this case, after authenticating, the app can use the private key bound to a single user to sign

and exchange keys with the other hosts.

Secure Communication

The communication with the enclaves follows the protocol described in [91]. This protocol

creates a secure channel to deliver sensitive data to the right enclave.

Web3

Interacting with smart contract requires an additional layer of communication standardised

in the set of Web3 libraries [123].

6.3.3 API Design

In this section, the API of the super app smart contract, the member’s smart contract and

enclave are defined. Smart contracts can be reached by sending transactions or calls.

Transactions change the state and pay a fee, while calls are read only computations in
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the blockchain. The enclaves expose REST endpoints with HTTP methods. Below, each

endpoint is described (see Figure 6.3) and its exposure to the other hosts:

Super App Smart Contract

I Interfacing members smart contracts

• TRANSACTION create member: Member app provisioning is exposed by this end-

point. The member app sends his public key, the address of the enclave and smart

contract, and a signature of its enclave. In the background, the smart contract will con-

tact Intel Attestation Service and check the authenticity of the enclave. A consensus

mechanism to accept the newcomer member app, as well as, additional checks can be

added, such as validating which data is requested by the member app. If these checks

pass, the smart contract registers the app as valid in the blockchain.

• TRANSACTION delete member: The owner of the member app, which means the one

in possession of the private key provisioned in the endpoint 6.3.3, can request deletion

of his own member app. In fact, the super app smart contract will mark the member

app as invalid after this request, but keeping the register for auditing purposes. The

deletion of a member app can also be requested by a third member app, thus, requiring

a consensus algorithm to decide whether to remove or not.

II Interfacing mobile app

• CALL list members: The instances of the super app hit this endpoint to get a list of

valid member apps.

Member app Enclave

III Interfacing mobile app

• GET /layout: This endpoint provides the current layout file to be plotted in the super

app instance. By identifying the user, the member can keep control of the current

screen in use. The chain of screen layouts are kept into this file.
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Figure 6.3: Endpoints overview

• POST /data/new: A single data entry point is exposed by this endpoint no matter what

sort of data is coming. The Extraction, Transformation and Loading (ETL) is performed

inside the enclave.

IV Interfacing other member app enclave

• GET /data: By presenting the token, the enclave hit this endpoint to retrieve user’s

data.

Member Apps Smart Contract

V Interfacing own enclaves

• TRANSACTION update report: Members willing to exchange the code must submit an

attestation report of the current enclave state to this endpoint.

VI Interfacing other enclaves

• CALL list permissions: By hitting this endpoint, the member apps can retrieve a list of

data access and sharing permissions granted by users to other member apps. The
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member app sends the user identification (UID) and receives back the addresses of

the member apps’s smart contracts that acts as user’s data broker.

• CALL create new token: A third party member hits this endpoint to retrieve a token to

access user’s data. The smart contract validates if the user has given permission to

share his data and then issue a token that will be stored in the blockchain.

VII Interfacing mobile app

• TRANSACTION create new permission: Every time an user allows any member app

to collect sensitive data, this endpoint registers the permissions.

• TRANSACTION modify permission: An user revoking the permissions will make the

super app to hit this endpoint to confirm the deletion.

• DELETE /data/delete: The user request to wipe out his data hits this endpoint.

6.4 Experiments

Firstly, it was implemented the ID anonymisation function of PEM to test the feasibility of

using SGX to this end. This function consists in unsealing (refer to 2.2.1) a file bound to a

member app, containing its 2048-bit public key (PK) and a random salt of 16 bytes. Before

unsealing the data, the enclave should be created and started. In sequence, this pair is

hashed SHA-512 with user’s original ID (i.e. 64-bit Android ID 5) as follows:

IDanonymised = SHA� 512(ID||PK||salt)

In sequence, the experiments focused on evaluating the overhead imposed methods

by implementing the proposed architecture. The question to be answered is: What is the

burden of adopting this approach when implementing a super app?
5https://developer.android.com/reference/android/provider/Settings.Secure.html
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Figure 6.4: ID anonymisation average timings

6.4.1 Testbed

An environment containing the required resources was created in Microsoft Azure. The

applications are hosted in Kubernetes cluster 1.23.12 with 2 auto scale node pools with

Standard B2ms machines and Standard DC2s v2 machines backed by SGX to run the en-

clave applications. The enclave applications, developed in Golang and compiled with its

version 1.18, are deployed using the Marblerun Framework [115], that provides access to

the SGX hardware in a Kubernetes cluster. A Hyperledger Besu blockchain, tested in [41],

was deployed in the cluster to reduce the network time and to give us full. The mobile app

was developed in React Native version 0.69.3 and tested in an iPhone 12.

6.4.2 Results

By running the ID anonymisation tests 10 times, it could be verified that on average the

enclave creation time is far superior than the unsealing and hash functions, yet, the total

time can be considered negligible in practical terms, as presented in Figure 6.4. Therefore,

it is considered that this part of PEM can be completely implemented inside a SGX enclave.

By evaluating the following bottlenecks, the following questions are addressed:
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Figure 6.5: Time to retrieve the list with increasing number of members

(1) Retrieve the members list:

the super app instance has to make a Web3 call to the Super App smart contract in order

to receive the list of member apps. To measure this call, an instance of the super app

smart contract was deployed in Besu followed by the deployment of member apps. Even

though it would very unlikely to have this number of member in a real world super app, 5,000

members’ smart contracts were deployed and measured incrementally the access time to

retrieve the accumulated list of members, illustrated in Figure 6.5. Each data point contains

the mean of 10 round trip measures to make the CALL list members to super app smart

contract.

(2) Validating the signature from the screen layout:

the main security step of the attested server driver rendering is confirming the signed lay-

out files are issued by the enclave of the member app. The layout files are basically an

xml structure to define the components and its disposal in the screen. Therefore, they are

usually smaller than 100 kilobytes. However, depending on the complexity it could increase

significantly. In this sense, the validation of the signature of up to 10 megabytes is imple-

mented. The signature algorithm used is the ECDSA [64] with the curve secp256k1, which

is the pattern for Ethereum that builds up the Besu blockchain. Figure 6.6 illustrates the
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Figure 6.6: Time to validate the signature of the layout file based on its size

Figure 6.7: Boxplot of the time taken for a member to validate the users permission

raise in signature validation time when the layout file size increases.

(3) Checking users’ permissions:

to see where the users’ data reside, member apps have to check where his permissions

were granted. By querying with the CALL list permissions with the address of each smart

contract, a member will see the data already collected and available in other member apps.

The aggregated time will vary on the business need of the member, in other words, if it

needs data from several other members, then the time will increase as many calls will have

to be performed. To understand how this bottleneck could impact the members, 1,000 single

requests were measured and a boxplot is drawn in Figure 6.7.
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Figure 6.8: Boxplot of the time taken to issue a valid token

(4) Token issuance:

the token that allows a member app to reach the other member’s enclave is registered in the

blockchain. The implementation extends the token ERC-721 [38] by creating a non fungible

token to provide data access with an exclusive uniform resource identifier. To this end,

the tokenURI field of ERC-721 is populated with the enclave address concatenated with a

generated string that serves as an access path that allows the user data to be consumed by

the third party member. As this token issuance is a transaction in the blockchain, it needs

a mining time. This transaction emits an event alert when the mining process is completed.

The full single token issuance time was measured 1,000 time from the time the transaction

was sent to the blockchain and the event was received back, drawn in Figure 6.8.

6.5 Use case

To elicit on how the approach would be used in a real life application, it is presented a use

case of an insurance company that needs credit card as input for a model that calculate

insurance quotes. In this scenario, the insurance company would be one member of the

super app that retrieves credit card statements from the customer’s bank, another member

of the app. This use case is perfect to elicit the interactions between the stakeholders in the

proposed architecture.

The sequence diagram in Figure 6.9 illustrates the message exchange in a successful

case between the stakeholders: customer, super app instance, super app smart contract
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Figure 6.9: Use Case Sequence Diagram

(SC), insurance company (insurer) enclave, bank smart contract and enclave. All the bottle-

necks evaluated on the previous step are marked in the figure with the correlation number

in parenthesis.

The sequence starts when the customer access the super app to look for a insurance

company service. The instance will then retrieve the members list from the super app smart

contract. Then, the customer will select the insurer, triggering the first call to the layout files

chain.

After inserting the required information, the instance will POST it along with the quote re-

quest to the insurer enclave. This enclave will check the customer’s permissions by sending

a CALL to the members. This means that the customer has information residing at the spe-

cific bank. If there are many banks in the super app, the insurer enclave would be querying

all of their smart contracts to discover where the referred customer has data. By knowing

the list of banks, the insurer enclave makes a TRANSACTION to their smart contract to
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Figure 6.10: ERC-721 Token

request/purchase of a new token to have access to customer’s data. After fulfilling the re-

quirements of the bank smart contract, a token is issued, thus, registered in the Blockchain,

such as the illustrated in Figure 6.10.

Finally, the insurer enclave request the data to the bank’s enclave and process all the

data to prescribe the training program. When the authorized enclave access the API, a

mutual TLS channel is established, ensuring trust between both parties.

By analysing the timings presented in the previous session, it is possible to understand

that the security mechanisms proposed in this work maintain a seamless experience to the

user.

The first bottleneck (1) that is retrieving the list of members to super app smart contract

is unlikely to exceed 400 milliseconds, unless the number of member scales up in a uncon-

trolled way. To improve this process, categories of members could filter the members list by

affinity, reducing the size of the list queried.

The second issue (2) would be validating the signature of layout file which also proved

to be negligible as the processing time requires less than 30 milliseconds for files that are

below 10 megabytes, which would be very unrealistic as most of them are usually below 100

kilobytes.

The third concern (3) of querying the users permissions to discover the data could im-

pose a big overhead if there are many members to be queried. The last problem (4) also

adds up to 5 seconds to every data that has to be collected from a different member. This

would be a real issue if the member app is need to provide a response in near real time,
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which can be considered a limitation in the work. This means that the dependency on data

exchange between members should be designed to allow a later response for the customers.

For the use case, both (3) and (4) would be not an issue because the quote request can be

processed asynchronously without any impacts to the customer.
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Chapter 7

Conclusion

The thesis focused in answering the three questions from Chapter 1:

1. How can the backend server guarantee that is receiving data from a legit instance of

the mobile application?

2. Can the data processing be protected from those with access to the processing plat-

forms in the cloud?

3. Can an user share data ensuring proper data governance?

Ensuring that the connecting entity is either a user with a legit instance of the mobile

application or a third party that is identified, and their communications secured and moni-

tored is crucial to raise the bar of control to on mobile mobile application, responding to the

question 1.

Section 2.3.2, Chapter 5 and Chapter 4 approaches can be combined to feed a real time

monitoring system. Evolutionary, the respective user, environment and action attributes can

be evaluated to form a attribute based access control system.

The dashed line represents the protection mechanisms focus of this work to protect

against the attacks drawn in squares of Figure 7.1.

Protecting against social engineering attacks is still an open challenge. Behavioural in

Chapter 4 extended with user fingerprinting and liveness detection in Chapter 4 covered in
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Figure 7.1: Mitigation mechanisms developed in this thesis (dashed blue line)
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this work can help mitigating those attacks by reducing the scalability of the attacks, forming

the mechanism A of Figure 7.1. Social engineering attacks targeting users of the mobile

application are reduced to spear targets.

The prevention from reverse engineering the request aiming to guarantee that the re-

quest is coming from a legit instance of the application, which is depicted as B in Figure

7.1, count on 2 additional counter measures. One consists in encrypting the channel end-

to-enclave with a 2nd authentication channel presented in Chapter 3. The other is anomaly

detection that aims to spot counterfeited requests trying to abuse the APIs, described in

Chapter 5.

Notice that trusted third party applications with the consent can freely send requests to

the backend, thus, collecting data from the user and creating its own database. The mecha-

nisms proposed by decentralised super app brings transparency to this data collection. This

also comes with the protection and transparency on the code which is performing those

requests, constituting the mechanism C from Figure 7.1.

Finally, the selected root of trust in the cloud environment enabled the creation of re-

silient services against an honest but curious cloud provider, addressing the question 2.

The implementation of 3 delivers a message and at runtime.

The main product outcome of this thesis is creating a cloud based ecosystem enabling

multiple parties to exchange data and services with upgraded CIA triad as a response to

the question 3. Confidentiality is enforced to cloud owner resilient level, which means that

all the sensitive data is treated in abstractions of memory protected even against someone

with physical access to the machines. Integrity is achieved by combining immutable persis-

tence with end-to-end encryption and server-side transaction risk checking. Availability is

increased as the whole setup can operate safely in the current cloud service providers.

This work proposed protocol to transfer and process sensitive data in a trusted zone,

such as SGX enclave. Our main target is to provide a secure channel to transfer data from

a mobile device to a server in which the data can be safely analysed without exposing Per-

sonal Identifiable Information not even to the service provider. We proceeded experiments

over three implementations of our protocol using three different encryption modes (i.e., CBC,
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ECB, GCM encryption). The target is to measure the overhead of using the SGX to create

the encryption key for the secure channel. In general the performance impact of key gen-

eration is considerably low. Moreover, in our ongoing future work, we are focusing on the

security side of our approach. We aim to evaluate the system under different attacks, taking

into consideration the possibility of each of the components present in the entire process

being compromised.

The work presented in chapter 4 here succeed in automatising the process of detecting

interest in a HUE. Our approach can fully map task-oriented mobile apps in a data-driven

fashion. The novel HUE mining approach can be extended to other mobile apps domains.

Our clustering in combination with scoring techniques are capable of highlighting behavior

of users and sessions.

In chapter 5, by combining the Levenshtein Distance and Markov Chain proved to achieve

high performances to the task of identifying anomalous sessions in mobile application. The

LSTM is computationally costly and in fact degrades the performance of the model in our

approach.

The models can be successfully applied to monitoring systems to identify anomalous

sessions in real-time, in a similar fashion as presented in [9]. By adding extra features

related to the context of the user, such as the device used to connect, the model can work

as an attribute based risk analysis.

Further work in the topic should explore the anomalies to try to automatically identify

types. Also, additional work to try to reduce the false positives and negatives could directly

decrease the need of manual evaluation of the sessions. In the bank sector, this means

that it could also avoid transactions to be blocked by automation tools or to efficiently deny

fraudulent ones to be executed.

As the future work suggestion in this direction, the combination of the models could lead

to real-time setup that can score client sessions and handle the issues discussed in section

4.1.1 in real-time.

Super apps are becoming the new trend in mobile apps development. This new concept

brings to the user the possibility of reaching varied services and products aggregate in only
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one mobile application. However, the centralised power in hands of the owners of such app

brings up real concerns in terms of data privacy. Thus, in this paper we propose a complete

auditable decentralised super app architecture to: 1) prevent potential harms from the mas-

sive data control from one single owner; 2) provide a full log shared data; 3) control data

access between the stakeholders. The experiments proved the feasilibility of implementing

such approach in real life.

Despite the fact that users tend to give up their privacy in exchange to some benefits,

in some cases the privacy loss could be prohibitive, such as medical data processing by an

insurance company. Therefore, we understand that the success of this architecture could

make new business models possible.

Additionally, the creation of this infrastructure enables the following not exhaustive list of

business outcomes:

• SAMS can charge for membership or per session established.

• Member apps can enrich data and sell it to other member apps.

• Users can be refunded for their sold data.

• Token curated registries of users can be sold.

• SAMS can create tokenized data markets of users.

As future work in this topic, a library could be developed to easily create sequence of

layout files with attested server driven rendering as well as working in solutions that can

enable near real time data analysis.

In conclusion, this thesis presents a comprehensive framework for securing mobile appli-

cation ecosystems, addressing critical challenges in data integrity, privacy, and governance.

Through innovative protocols, encryption techniques, and enhancing real-time monitoring

systems, we have established a robust defense mechanism applicable across various soci-

etal sectors.
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