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Abstract

Data analysis for scientific experiments and enterprises,
large-scale simulations, and machine learning tasks all entail
the use of complex computational pipelines to reach quanti-
tative and qualitative conclusions. If some of the activities in
a pipeline produce erroneous outputs, the pipeline may fail
to execute or produce incorrect results. Inferring the root
cause(s) of such failures is challenging, usually requiring
time and much human thought, while still being error-prone.
We recently proposed a new approach that makes prove-
nance to automatically and iteratively infer root causes and
derive succinct explanations of failures; such an approach
was implemented in our prototype, BugDoc. In this demon-
stration, we will illustrate BugDoc’s capabilities to debug
pipelines using few configuration instances.
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1 Introduction

Computational pipelines are widely used in many do-
mains, from astrophysics and biology to enterprise analytics.
They are characterized by interdependent modules, associ-
ated parameters, and data inputs. Results derived from these
pipelines form the basis for conclusions and, often, actions. If
one or more modules in a pipeline produce erroneous or un-
expected outputs, these conclusions may be incorrect. Thus,
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it is critical to identify, understand, and correct the causes of
errors and unexpected behavior.

Discovering the root cause of failures in a pipeline is chal-
lenging because problems can come from many different
sources, including bugs in the code, input data, software
updates, and improper parameter settings. Connecting the
erroneous result to its root cause is especially difficult for
long pipelines or when multiple pipelines are composed since
these entail cascading dependency chains.

In previous work [14], we proposed and implemented new
methods to debug machine learning pipelines that automati-
cally and iteratively identify one or more minimal causes of
failures, thereby avoiding the tedious and error-prone task
of manually tuning and executing new pipeline instances to
test and derive new hypotheses for the failures. We have ex-
tended this initial work and built BugDoc [15], a system that
identifies root causes for errors in general computational
pipelines (or workflows).

In this demo, we showcase the capabilities of BugDoc by
inviting participants to play a game of finding root causes:
they will compose configuration instances and compete against
our method. We will present comparisons with the instances
crafted by human players and those derived by BugDoc to
demonstrate its benefits. Additionally, participants will have
the opportunity to work cooperatively with BugDoc on real-
world problems.

2 BugDoc

Figure 1 shows the high-level architecture of BugDoc.
Given (i) a computational pipeline description, collection of
programs connected together that contains a set of manipula-
ble parameters; (ii) a set of pipeline instances, i.e., provenance
that stores values for the parameters of all pipeline runs and
their outcome; and (iii) an arbitrary evaluation function that
determines whether the pipeline results are acceptable or not,
our goal is to find the minimal root causes of these results by
iteratively executing new pipeline instances. In what follows,
we give a brief overview of our debugging methodology. For
a more detailed discussion, see [14, 15].

Identifying Root Causes. Consider the example in Fig-
ure 2, which shows a generic template for a machine learn-
ing pipeline and a log of different instances that were run
with their associated results. The pipeline reads a data set,
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Figure 1: BugDoc: overview of the approach.
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splits it into training and test subsets, creates and executes an
estimator, and computes the F-measure score using 10-fold
cross-validation. A data scientist uses this template to under-
stand how different estimators perform for different types
of input data, and ultimately, to derive a pipeline instance
that leads to high scores.

Analyzing the provenance of the runs, we can see that
gradient boosting leads to low scores for two of the data sets
(Iris and Digits), but it has a high score for Images. By contrast,
decision trees worked well for both the Iris and Digits data
sets, and logistic regression leads to a high score for Iris.

This may suggest that there is a problem with the gradient
boosting module for some parameters, that decision trees pro-
vide a good compromise for different data, and that logistic
regression is good for the Iris data. Because each of these
runs used different parameters for each method depending
on the data set, a definitive conclusion has to await additional
testing of these hyperparameters. But doing so manually is
time-consuming and error-prone.

Provenance of pipeline execution can help users derive
hypotheses for the causes of the observed behavior and pro-
vide hints for debugging. In fact, provenance has been used
to explain errors in computational processes that derive
data [8, 19]. to predict whether a pipeline will fail [3], and to
identify the cause of problems by computing the differences
between good and bad runs of a pipeline [6]. However, as
this example illustrates, to test hypotheses and derive more
complete (and accurate) explanations, new pipeline instances
must be executed that vary the different components of the
pipeline. But doing this manually is both time consuming
and error prone.

Software testing automatically generates test suites for
specific purposes, such as for generating new test cases for
existing test suites [12]. The goal is to determine whether
bugs are present, not what causes them. Techniques for sta-
tistical debugging [13, 20] and bug localization [1, 2, 10] aim
to identify the bugs, but they are often application-specific
or require a user-defined test suite.

Efficient techniques have also been proposed to optimize
hyperparameters in machine learning methods [4, 5, 7, 17,
18]. However, while these identify a good set of parameter
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CP, Iris Logistic regression 1.0 0.9 Success

CP, Digits Decision tree 1.0 0.8 Success

CP, Iris Gradient boosting 2.0 0.2 Failure

CP, Digits Gradient boosting 2.0 0.3 Failure

CP, Iris Decision tree 1.0 0.7 Success

cP, Images | Gradient boosting 1.0 0.9 Success

Figure 2: Machine learning pipeline and the prove-
nance of multiple runs.

values, they do not derive explanations for why the values
are selected. Also, existing approaches make assumptions
(e.g., smoothness) about the distribution of parameter values
that do not hold in our setting, since we are dealing with
arbitrary computations and not learning a classifier.
BugDoc automates the process of deriving root causes for
problems in pipelines. It does so without any knowledge of
the internal code of the computational processes: it views
pipelines as black boxes and observes only their inputs and
outputs. Trying all possible combinations of parameters and
values leads to a combinatorial explosion of pipeline execu-
tions and is thus not a practical solution. In addition, causes
for errors can include multiple parameters, each of which
may have large domains. BugDoc uses an iterative strategy
that is provably efficient (possibly linear in the number of
parameters) and provides concise explanations.

Iterative Debugging. BugDoc combines two iterative de-
bugging algorithms. The first, called Shortcut, discovers de-
finitive root causes (or bugs) consisting of a single parameter-
value (formally, parameter-equality-value) or a single con-
junction of parameter-values. The second, called Debugging
Decision Trees, discovers more complex definitive root causes
involving multiple parameters and possibly inequalities.

In operation, BugDoc first runs the Shortcut algorithm.
Shortcut applies heuristics to select and test combinations
of parameter-value pairs. Under reasonable assumptions,
it finds minimal definitive root causes, using a number of
pipeline instances proportional to the number of parameters.

When there are few parameters, BugDoc runs the Debug-
ging Decision Trees algorithm — starting from the results of
the pipeline instances run by the Shortcut algorithm and
using the parameters of the pipeline as features and the eval-
uation of the instances as the target. BugDoc uses decision
trees in an unusual way. We are not trying to predict whether
an untested configuration will lead to succeed or fail, but
use the tree to discover short paths, possibly characterized
by inequalities, that lead to fail. Those will be our suspects.
For that reason, we build a complete decision tree, i.e., no
pruning. The main advantage of Debugging Decision Trees is
that it can identify root causes that depend on inequalities.
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Figure 3: Demo Prototype: BugDoc combined with the
open-source VisTrails system.

Explanation Simplification. Causes for errors can include
multiple parameters, each of which may have large domains.
It is thus essential to give concise explanations so that the
user can both understand and act on them. Because the re-
sults of the Debugging Decision Trees algorithm consist of
disjunctions of conjunctions, they may contain redundan-
cies, which BugDoc simplifies using the Quine-McCluskey
algorithm [11].

3 Demonstration Description

The goal of our demo is to allow users to compare a manual
approach to debugging with BugDoc’s iterative approach. To
do so, we will first present a training example similar to the
pipelines described by Figure 2, where we will explain the op-
erations the participants can perform: Parameter exploration
(Section 3.1), and instance exploration (Section 3.2). Then
we will invite the participants to, initially, compete against
(Section 3.3), and later cooperate with (Section 3.4) BugDoc
to debug pipelines, displaying all instance configurations
tried and their result.

For this demo, BugDoc was integrated with the VisTrails
system [9] in order to take advantage of its provenance capa-
bilities and its interface for parameter exploration, as shown
in Figure 3.

3.1 Parameter Exploration

VisTrails provides a parameter exploration interface that
allows the user to explore the parameter space by binding
parameters to a range of values. This bulk operation makes it
possible to generate and run several different instances auto-
matically. Our interface re-uses two of the main components
of Parameter Explorer: canvas and parameter list.

Input parameters that may be set during a pipeline execu-
tion appear in the parameter list (Figure 4 top right) and they
can be dragged and dropped into the canvas (Figure 4 left).
The pipeline view (Figure 4 right-bottom) indicates which
modules each parameter belongs to.
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Figure 4: Parameter Exploration in VisTrails.

Once the parameters are on the canvas, the participants
may adjust their range or specify a list of values to be ex-
plored. This operation creates a space consisting of the Carte-
sian product of the values for each parameter. This space
will be used in the scenarios in Sections 3.3 and 3.4.

3.2 Instance Exploration

By exploring pipeline instances, a user can obtain informa-
tion that helps in the formulation of hypotheses about the
root causes of failure. BugDoc displays the instances in a
table, as shown in Figure 5. Using this table, participants can
inspect the different executed instances and their outcome,
i.e., the results of the evaluation function. Configurations can
be sorted and filtered by parameter-values, results (success
or failure), and also by origin, a field that identifies the
cohort of the instances (i.e., if they were derived by the same
parameter exploration/user or generated by BugDoc).

3.3 Competitive Scenario

We create artificial problems based on the crime mystery
game of Clue (or Cluedo) [16]. For each problem, there is a
list of categorical variables, representing the parameters of
a pipeline, and a conjunctive subset of variable-value pairs
that are necessary and sufficient for a crime to happen, rep-
resenting the root cause of a failure in the pipeline.
Participants will be asked to try to solve a problem (sam-
pled at random) using fewer instances than BugDoc. They

origin Estimator Library Version Dataset result

demo_
20
10

demo_user_2 Logistic regression Iris Failure

demo_user_2 Decision tree Iris Success

demo_user_2 Decision tree 20 Iris Failure

demo_user_3 Logistic regression 10 Iris Success

demo_user_3 Logistic regression 1.0 Digits Success

Previous Page 5 of 12 5rows ¥ Next

Figure 5: Instance Exploration.
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will create sets of instances through the VisTrails parame-
ter exploration interface and run them by clicking on the
Execute button in VisTrails toolbar (Figure 4 top). All exe-
cuted combinations are shown in the instances exploration
table indicating if they led to a crime or not, so the partic-
ipant can hypothesize. At any point, one is able to guess
a root cause by inputting a textual conjunctive clause of
parameter-value pairs.

When a participant guesses, we run BugDoc allowing it to
test at most the same number of instances tried so far, the
configurations generated by BugDoc are added to the table,
and its answer is revealed. BugDoc will have no knowledge
of the instances created during the manual exploration. If
neither the debuggers have found the minimal answer, the
game can continue, or we just let BugDoc run until the end.

3.4 Cooperative Scenario

After competing against BugDoc, participants will be invited
to work cooperatively with it in order to debug real-world
pipelines consisted of larger parameter spaces, containing
categorical values and real numbers, and possibly presenting
inequalities in their root causes of failure.

The parameter explorer will be used to prune the search
space that BugDoc is allowed to test, distinctly from the previ-
ous scenario, when the Execute button is hit, our algorithms
will choose which instances to try next (observing the value
constraints) instead of a Cartesian product. Participants may
decide the maximum number of instances BugDoc can create
in each iteration; the selected instances are then executed
and added to the instances exploration table.

BugDoc will output the best hypothetical root causes it
is able to formulate with the given budget if the minimal
definitive root cause of the real-world problem is not found
the participant will be able to redefine the parameter space
and continue the debugging process.

4 Conclusions

In this demonstration, we showcase the ability of Bug-
Doc to find minimal definitive root causes in computational
pipelines or workflows, either autonomously or coopera-
tively. BugDoc analyzes previously executed computational
pipeline instances, selectively executes new pipeline instances,
and finds minimal explanations. This proposal has presented
an overview of the design principles behind the Shortcut and
Debugging Decision Trees algorithms that have been shown,
in our prior work [14], to outperform the state of the art in
both number of instances required and F-measure. Our demo
allows participants to compete or cooperate with BugDoc.
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