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Abstract—PayString is an initiative to make payment iden-
tifiers global and human-readable, facilitating the exchange of
payment information. However, the reference implementation
lacks privacy and security features, making it possible for anyone
to access the payment information as long as the PayString
identifier is known. Also this paper presents the first perfor-
mance evaluation of PayString. Via a large-scale testbed our
experimental results show an overhead which, given the privacy
and security advantages offered, is acceptable in practice, thus
making the proposed solution feasible.

Index Terms—PayString, DID, Verifiable Credentials, Self-
sovereign Identities

I. INTRODUCTION

The latest technological advancements have revolutionized
many aspects of everyday life: from mobility through health-
care and to communications. However, when we take a look at
the banking industry there is still much room for improvement
and innovation, especially when we talk about international
transactions. While for example, the email has slashed the
time necessary to send and receive a letter from days to
seconds, the same is not yet valid for international payments,
which are still processed according to old, traditional ap-
proaches and technologies. International payment systems are
siloed and disconnected; between some systems, payment is
complicated or not even possible. Transfers often take days
to be fulfilled, without direct feedback from the receiver to
the sender, and oftentimes incurring high fees. Moreover,
while the underlying communication technology is complex,
to send an email one only needs the recipient’s email address,
which follows an easy-to-remember and easy-to-share format:
alice@example.com. The same is not (yet) true for financial
transactions, either in fiat or cryptocurrencies, where one needs
to manage and share multiple accounts expressed as long and
complex strings of alphanumeric characters.

Although several Distributed Ledger Technologies (DLT)1

seek to address aspects of inter-connectivity, payment speed,
fees and feedback, to our knowledge the same is not true
concerning the ease and freedom of usage for the end-user,
when dealing with complex payment end-point descriptors,
and especially when the banking systems and the bank account
formats are different, which is often the case for international
payments. PayString aims to close this gap but there is still
room for improvement concerning the security and privacy of
user’s data.

1Like, for example, Ripple, Quorum (JP Morgan), Open Chain (Ant
Financial), Corda, Stellar, Ethereum, Hyperledger Fabric and projects like
Interledger (Ripple), Stella (EU and Japan), Jasper (Canada), Ubin (Singa-
pore) and more

Our contribution is threefold: (1) Enrich PayString with
privacy and security features (2) Evaluate the reference im-
plementation of PayString and the proposed solution via a
comprehensive load testing (3) A working prototype that
demonstrates the practical applicability of our solution.

The rest of the text is organized as follows: Section II
describes the required background information. In Section III
we explain our solution, ”PayString Secure”, followed by a
prototype implementation. Extensive evaluation experiments
are presented and discussed in Section IV. Section V places
our work in the context of literature work. Finally, we draw
our conclusion and discuss the future work in Section VI.

II. BACKGROUND

A. PayString

PayString is a web-based protocol designed to facilitate the
exchange of payment information. PayString addresses look
like an email address but with a dollar symbol ”$” instead
of the ”@” symbol - for instance: alice$example.com. The
aim is to replace complicated bank account numbers and
cryptocurrency wallet addresses with an easy to memorize
identifier. As such, users can use a single address linked to
several bank accounts or wallet addresses. The resolution of a
given PayString address occurs in a dedicated server, similar
to how DNS resolves domain names to infer the corresponding
IP addresses.

The design principles of PayString are simplicity, neutrality,
decentralization, extensibility, sovereignty and composability
with existing standards and namespaces. Fulfilling the first
principle, the PayString protocol is built upon HTTP and
DNS, comprising a request/response application-layer protocol
[1]. Neutrality makes PayString a currency agnostic protocol,
being able to work both with crypto and fiat currencies. The
decentralization allows the protocol to work without a central
authority over the web, dismissing the need to comply with
different standards and jurisdictions. Extensibility is about
making PayString open and upgradable. Sovereignty concerns
PayString’s ability to put the control in the user’s hands,
such that users own and control their identity and data. Being
highly abstract, PayString can wrap existing namespaces and
standards, allowing the protocol to be composable.

1) Use Case: The operation of PayString is quite simple.
Figure 1 shows a use case in which Alice wishes to transfer
money to Bob. Bob already registered his payment information
on the PayString Server, so he only needs to send his easy-to-
remember PayString address (bob$example.com) to Alice, that
will request the payment information to the server. The server
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Fig. 1: PayString Use Case. Alice wishes to transfer money to Bob. Bob sends his PayString address to Alice, that requests
Bob’s payment information from the PayString Server

will then send the payment information: a pointer to Bob’s
wallet. Alice will use this pointer to transfer money from her
wallet to Bob’s wallet.

2) Security and Privacy: An important consideration to
make before discussing security and privacy matters is that,
while the PayString protocol works between an entity and
a server, for a payment to occur successfully, we need the
participation of a payer, a payee, and the wallets of both
entities. The entity needs to trust it’s wallet since the PayString
protocol cannot prevent byzantine behavior from the wallet’s
part [2]. Remembering that in this scenario a ”wallet” is not
necessarily a cryptocurrency wallet and can be, as an example,
a bank account.

There is, however, some risk attached to the PayString
Server, being it an always-online system: an attacker could
hijack or impersonate the server, sending different payment
information for a given pointer to deviate the funds to the
attacker’s wallet. The impersonation attack is considered to
be of high risk when the keys used by the PayString Server to
sign the payment information are compromised. There is less
risk if only the keys used for establishing secure channels are
endangered.

Besides the server, an attacker may try to impersonate an
entity, registering different payment information in the name
of an entity that still did not register its true information.
The attacker may also change the information of an already
existing entity’s pointer if the keys got compromised.

As a privacy consideration, PayString allows the entity to
choose to keep its payment information public or private, but
without granularity. Also, there is not yet any implemented
method to verify the requester’s identity. In this context, there
is no strong guarantee of privacy on the PayString protocol.
We discuss the subject in Section III.

B. Self-sovereign Identities

Self-sovereign identities (SSIs) are the last generation of
identity proof methods on the Internet. Different from previous
models, it gives users total control over their identity and data,
while trusting a third-party solely to verify the authenticity of
a given identity [3].

The Internet itself was never designed to provide means
of managing and authenticating the identities of the users.
Very soon the authentication of users became an issue, with
the first straightforward solution being the institution of user

credentials: username and password. Each service provider
then needs a database to authenticate the credentials of the
users and to store all the data necessary at the moment and
possibly necessary in the future.

The disadvantages of this method are easily spotted: for
each service the user needs an identity, being necessary to
remember credentials for different services, and to replicate
the same information across different providers. Besides that,
it is also necessary to trust all these entities, even when they
are susceptible to involuntary data leakages.

The next generation of identity authentication came to
facilitate the managing of multiple credentials for a single
user and is called Federation. A single entity is responsible for
managing the user’s credentials and data; the service providers
then refer to this authority to authenticate and provide the data
when needed. The user has partial control over which data is
shared with whom. Although better than the previous one,
this model has the obvious problem of trusting in a central
authority that may, for any reason, stop providing service for
unique or multiple users. In this way, the user may lose his
identity and all of his data if the authority decides so or if the
authority gets compromised.

Self-sovereign identities turn the identity providers into trust
providers. The user is the sole provider and authenticator
of their identity and the trust providers are the entities that
provide trustfulness for these identities i.e. : they attest to the
veracity of the identity.

This new model requires the support of decentralized in-
frastructure, providing something like a new layer to the
Internet. Decentralized ledgers are the perfect technology for
this matter. With this concept in mind, the Sovrin Foundation
created a permissioned blockchain called Sovrin to act as
infrastructure for the identity layer [3].

C. Distributed Identifiers and Verifiable Credentials

Decentralized Identifiers (DIDs) and Verifiable Credentials
(VCs) are technical concepts that also play huge roles in the
domain of identity management on distributed ledgers. Both
are being developed as standards by the World Wide Web
Consortium (W3C).

DIDs [4] are, in a simple way, unique identifiers for decen-
tralized verifiable identities. Being decentralized, DIDs don’t
need any central authority to store, manage and validate the



identities they represent. These identities can represent real
people, organizations and abstract entities between others.

Each DID is represented by a URI associated with a DID
subject and a DID document, where the DID subject is the
represented entity, i.e. the identity owner. The DID document
describes the subject, holding public keys, biometrics, and any
other mechanism used for authenticating the ownership of the
subject over the DID.

The use of credentials is a way of proving ownership,
permissions, concessions, accordances, and even identities.
Verifiable Credentials [5] are those whose authenticity can
be verified by trustable authorities. As an example, we can
cite university degrees, which are credentials used to assert
the level of education of an individual. It is usually hard to
express these VCs digitally while preserving people’s privacy,
considering that for the validation of a credential, holder,
issuer, subject and verifier must be known. In this context,
the pseudonymity provided by the blockchain is a powerful
asset to be taken advantage of.

DIDs and VCs can be used as building blocks for identity
management systems based on self-sovereign identities [6].
The DIDs present an easy way to have unique identifiers
linked to a real-life identity, while the VCs can benefit from
blockchains to securely and privately express the credentials
needed for authentication.

III. PAYSTRING SECURE

PayString is a solution for simplifying payments in nowa-
days scenarios, where users need to deal with multiple pay-
ment methods, currencies, and identifiers. However, it does
not integrate privacy by design [7]. Privacy by design is the
concept of embedding privacy to the design and operations of
IT systems, networks, infrastructure, and business practices.
With this purpose in mind we enriched the protocol with some
privacy and security features.

The first issue we tackled was the fact that anyone could
access the payment information of a given user by knowing
their PayString. Let us consider a user called Bob that stores
all his payment information on a PayString Server, including
bank account and XRP wallet addresses. It is not of Bob’s
interest to publicly disclose the bank on which he holds an
account and the fact that he owns an XRP wallet.

Bob needs to receive some payment from his friend, Alice.
Bob then sends his PayString to Alice via unencrypted e-mail.
Somehow an anonymous and malicious third party intercepts
this e-mail and gets access to Bob’s payment information.
This third party now knows the bank where Bob holds his
account and sends several phishing e-mails to capture Bob’s
bank account credentials.

The immediate answer to this problem is to implement
an Access Control List (ACL), allowing Bob to grant and
deny access to his payment information. Now, considering
that Bob wishes to receive only payments on fiat currency
from Alice, there is no need to give her access to his XRP
wallet address. Looking through this perspective, this ACL
must permit granular control to the payment information.

With the ACL integration to the PayString Server, we solve
the primary privacy issue encountered on the protocol. But
how do we verify the identities of the users that request access
to another user’s payment information? In other words, how
can we assure that the requester is indeed Alice and not the
third malicious user?

The answer to these questions is pretty straightforward: we
can verify identities using asymmetric cryptography. So Alice
would need to send her public key to Bob, which would
include this key in his ACL. When requesting the payment
information, Alice would need to sign the request using her
private key.

This solution works well but makes us fall again into
the issue we are trying to avoid: the non-human-readable
identifiers. To address this problem we decided to use SSIs in
the form of DIDs and VCs taking advantage of HyperLedger
Indy tools and capabilities.

By using DIDs and VCs, the Blockchain serves as a single
source of truth, enabling transparency, security and trust,
which is the base of any identity system. So Alice is now
able to prove her identity to the PayString Server using a DID
Verifiable Credential instead of a long sequence of random
characters, facilitating the entire process of payment.

A. Hyperledger Indy

Hyperledger Indy is a distributed ledger that provides tools
and libraries for supporting the development and integration
of solutions based on distributed identities. The purpose of
Hyperledger Indy is to provide a platform for the creation of
identity solutions across different domains. The Sovrin Foun-
dation contributed initially to the project by open-sourcing the
code used to build the Sovrin Network [8].

Over the distributed ledger, there are built-in capabilities
that implement Decentralized Identifiers (DID) without the
need for a central authority. Any two entities can have a 1:1
secure relation. Hyperledger Indy also uses zero-knowledge
proofs to authenticate claims without disclosing any additional
information about the identity owner.

Indy makes use of Hyperledger Aries, a toolkit that provides
secure management for creating, transmitting, and storing
verifiable digital credentials. Aries consumes the shared cryp-
tographic library Hyperledger Ursa. In this way, Indy, Aries,
and Ursa work together to provide a secure fabric on which
solutions based on self-sovereign identities can be built.

B. Architecture

Hyperledger Indy serves as the foundation layer on which
PayString Secure is built, as shown in Figure 2. On top of that,
we have an extended PayString Server with two new modules,
the ACL - explained above - and the Credential Manager,
which stores and verifies the credentials.

We also built the PayString Digital Notary, which is the
entity that issues the VCs. When Alice needs to prove her iden-
tity, she must request a credential to the Notary. The Notary
will issue the VC, which will be registered on the Blockchain
and saved into Alice’s wallet. Having this credential, Alice
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Fig. 2: PayString Secure Architecture. We built a Digital
Notary to issue credentials and extended the PayString server
with two modules: the ACL and the Credential Manager

becomes able to prove to the PayString Server that she is
indeed who she says she is.

To connect to the Server and the Notary, both Alice and Bob
need agents which will manage the connections between them
and the entities, and will keep a record of the credentials is-
sued. On top of these agents, we have the so-called controllers,
that provide the business logic to the agents, facilitating the
entire process from the user’s perspective.

C. Solution Workflow
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Fig. 3: Workflow for the case where Alice doesn’t have a
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Fig. 4: Complete workflow involving the Notary, PayString
server and Alice

Figures 3 and 4 show an example of the interaction be-
tween the modules and entities using PayString Secure, to

safely exchange payment information between two users:
Alice and Bob. Alice knows Bob’s PayString identifier,
(bob$example.com), and wishes to make a payment to Bob
using fiat currency. She sends a request to the PayString
Server, identifying herself using her PayString identifier (al-
ice$example.com) and asking for Bob’s payment information.
The Credential Manager of the Server looks for an existing
credential for Alice’s PayString identifier; if none is found,
the Server will reject the request (Figure 3). To fix this, Alice
needs to ask the Notary for a new credential (Figure 4); for
that, she needs to provide her PayString and DID identifiers.
The Server will issue the credential and send it to Alice’s
wallet, where the credential will be stored.

Possessing the credentials, Alice can now make a valid
request. But first, she needs to present her credentials to the
PayString Server, which will use the Credential Manager to
store them. Afterwards, she will send a new request for Bob’s
payment information, the same way she did before. But this
time the Server will be able to validate the request and will
then check the ACL to see if Alice is authorized to see the
information. If she is, the Server will encrypt Bob’s payment
information using Alice’s DID (provided by the credential)
and send her the encrypted message that she shall be able to
decrypt using her private key.

D. Prototype Implementation

A prototype of PayString Secure was built for the PayString
Block-Sprint Hackathon. The prototype consists of four enti-
ties: Alice, Bob, the PayString Secure server and the Digital
Notary. Even with Bob’s role in the use case, he has no
controller and agent on the prototype. However, his payment
information is already stored on the PayString Server, which
has also a rule in its ACL authorizing Alice to retrieve Bob’s
payment information.

Alice, the PayString Server and the Digital Notary have
agents and controllers, so the user can interact with any of
them. The PayString Server has also the Credential Manager
and the ACL. The Digital Notary issues credentials to Alice;
these credentials need to be sent to the PayString Server for
releasing Bob’s payment information. This way, the proto-
type implements the use case described in Section III, the
only extra step added being that Alice needs to establish a
secure connection with the Digital Notary before asking for
her credential. This step is necessary to guarantee a secure
connection and is implemented by Hyperledger Indy itself.
The same secure connection is also used between Alice and
the PayString server.

IV. PERFORMANCE EVALUATION

PayString is a quite recent technology; based on the best
of our knowledge the performance of the PayString server has
not yet been evaluated. That means we don’t have a baseline to
assess the overhead of the novel added features. This section
first evaluates the reference implementation of PayString2, and
then evaluates the performance of our enhanced version.

2https://github.com/PayString/paystring
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A. Experimental Environment

In this work, we use the Grid’50003(g5k) platform for
testing. The g5k is a large-scale testbed environment for
experiment-driven research. A large number of resources are
scattered over many geographic locations in France and Lux-
embourg. We selected two locations that are geographically
separated but they still well-connected thanks to g5k infras-
tructure. As shown in Figure 5 the first node is located in
Luxembourg and runs an instance of PayString server, while
the second node, located in Nantes (France), runs the workload
generator script. Nodes specifications are described in Table I.

B. Testing Tool and Applied Tests

Load testing is the standard approach for assessing how
software systems behave under load. We aim to discover load-
related problems such as performance (e.g., memory leak)
or functional problems (e.g., buffer overflow) that could be
discovered only when the PayString server is under load [9].

In this work, the k64 API testing tool is used to automate,
scale and reproduce the load tests. The k6 tests are based
on the Virtual Users (VUs) concept to create workloads for
targeted applications. The expected behavior of application
users is encoded in JavaScript script files. During the load
test, VUs execute the test script in parallel. The k6 test script
has two main functions emulating user behavior for registering
and retrieving payment information.

We applied four types of load tests to give different insights
about the PayString server. The selected tests are as follows:

• Smoke Test is configured with one VU to get the payment
information over 60 seconds. This minimal load for the
PayString server is used to assess the readiness of the
server for the next tests.

• Load test evaluates PayString server under typical and
peak load. The test gradually increases the number of

3www.grid5000.fr
4https://k6.io

VU requests to 100 in 5 minutes; this rate will last for
10 minutes and then ramp-down to 0 requests.

• Stress Load is used to evaluate the stability of PayString
server under heavy load, so the workload will be sent over
multiple stages: below normal load, normal load, around
the breaking point, beyond the breaking point and, finally,
scale down.

• Spike Test is a kind of stress test, but it does not gradually
increase the load, instead, it spikes to extreme load over a
very short window of time. Therefore we can determine
how the PayString server will perform under a sudden
surge of VU requests. So, we start the test with a normal
load (i.e 100 VU requests over 1 minute) then we spike
to 1,400 VU requests for 3 minutes.

To account for the problems that may arise due to network
connections, we run the tests 5 times. For comparison between
the two instances, we record the request-response time, which
is defined as time spent waiting for a response from the remote
host. The average, median, maximum, 90th percentile and 95th
percentile are calculated. We take into account that during
the tests the PayString server may respond slowly or very
fast. So if we used only the average or median metrics, these
fast and slow responses may be lost as they were observed
less frequently. To have a closer view of the behavior of the
PayString server response times in different percentiles we
analyze p(90) and p(95). p(95) is the maximum response time
to respond to 95% of all requests [10].

In the next sections, we present the evaluation results of the
basic and the proposed PayString Secure version.

C. Performance of PayString Reference Implementation

For this experiment, a dockerized version of PayString has
been configured in a node and the k6 tests scripts in another
node. Figure 6 shows the results of the smoke test, where 1
VU keeps sending get payment information requests for a one-
minute time window. The results show that over 56 requests
the average response time is 40ms with a maximum of 73ms.
Looking for the p(95) we found that 95% of get payment
information requests stay in the range of 54ms-59ms. Figure
7 presents the load test results. The test increases gradually
the VUs to 100 over 5 minutes, then fix VUs for another 10
minutes. In total, we observed 111,100 requests sent to the
server with a 100% success ratio. The observed response time
results show that, on average, the request takes 39ms and 95%
of the requests need 55ms.

The stress test is presented in Figure 8. In the first 7 minutes,
100 VUs are created then doubled in the next 7 minutes. We
assume that the breaking point of the server is 400 VUs, so
we keep this ratio for another 7 minutes. In total, we send
523,590 requests in a 38 minutes time window. The average
time response is 825ms, while the maximum is 2,959ms. As
95% response times are calculated, it has been noticed that
the response time varies between 1,334ms-2,730ms during the
5 trials. Therefore, we conclude that the PayString server is
stable under heavy load.



Location CPU Cores RAM Network OS Disk
Nantes 2x Intel Xeon ES5-2660 8 cores/CPU 64 GiB 10 Gbps Ubuntu 18.04 2.0 TB HDD
Luxembourg 2x Intel Xeon E5-2630L 6 cores/CPU 32 GiB 2x 10 Gbps Ubuntu 18.04 250 GB HDD

TABLE I: G5k testing nodes specifications
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The spike test depicted in Figure 9 is the toughest one
since it boosts massively the number of requests in a very
short period. The k6 tool sent 387,220 requests in 7 minutes
(compare to 38 minutes in the stress test). As a result, we have
only a 26.18% success ratio, explaining the zero value of the
median. The successful requests required 207ms on average
and 2,649ms is the maximum observed response time.

D. Performance of PayString Secure

As mentioned before, PayString Secure comes with ACL
and privacy features based on Hyperledger Indy and DID
technology. The k6 tool scripts were extended with a setup
stage where we first establish the secure connections between
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Fig. 9: Response time (k6 Spike Test) for the basic PayString

different components, issue the ownership credential and then
present the credential to the PayString server. Thus in these
experiments, we measure the response request time to cross-
check the ACL and validate the claimed digital credential.

Figure 10 shows that for over 54 requests, on average, the
response time is 178ms, while 95% of the requests consumes
188ms. Compared to the basic version of PayString, we
noticed that the new features add an extra delay of 138ms and
133ms, respectively. The result of the load test is presented in
Figure 11. With a total of 24,423 requests, the average time
is 2,990ms, and 95% of the requests need 4,138ms. With a
100% success ratio, PayString Secure passes the stress test,
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Fig. 11: Response time (k6 Load Test) for PayStringSecure

where the average result is 9,566ms and the p(95) is 17,420ms.
This means that under heavy load PayString Secure can still
survive. Figure 13 shows the result of the spike test, where our
solution hits only 11.14% success rate, compared to 26.18%
in the basic version.

In general, the additional features add a few seconds in the
case of the stress load and 100ms in the case of the smoke test
to the get payment information request. However, this overhead
is negligible compared to the privacy and security features
given to the PayString users and service providers.

V. RELATED WORK

Although identity management and authentication have been
an issue since the beginning of the Internet, only recently the
idea of giving the user ownership of its digital identity aired
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Fig. 13: Response time (k6 Spike Test) for PayStringSecure

with strength; the surge of DLTs, such as blockchains, gave
this movement an engine on which to work over. It is important
to note, however, that it is possible to build solutions based on
the SSI paradigm without the use of blockchains, as stated by
[11], that dissects some SSI solutions present on the market
until 2019. This study also points to the primary disadvantage
of blockchain-based solutions: if one does lose its private keys,
one can’t prove its identity anymore and consequently lose
access to the system.

CanDID [12], although not using blockchains, tackles this
problem and tries to solve it by using oracles. The idea is
that the user can prove its identity by showing a previously
successful login to a pre-selected account without revealing the
account information. CanDID also proposes the use of real-
life institutions, such as governments, to de-duplicate, attest



veracity and exclude malicious users.
Another solution that, similarly to CanDID proposes the

use of governments as a source of truth is UniqueID [13].
However, to prove its identity, the entity needs to state some
tokens, similar to the process of adding data to a Token
Curated Registry [14]. If there is consensus between the
validators - here called A-judges - the entity can take its tokens
back; if the validators don’t agree on the authenticity of the
identity, the entity loses the staked tokens.

UniqueID uses biometric data like private keys, much like
the IDToken solution [15], that hashes the biometric data to
create a private key. IDToken is a non-fungible blockchain
token that represents a VC, used to prove ownership over a
given identity. It is native to a public permissioned blockchain
called IDChain, described as an improved version of Hyper-
ledger Indy. The primary goal of the IDChain is to provide an
infrastructure that allows the credentials to be stored on-chain,
differently from what happens on the original implementation
of Hyperledger Indy, which stores the credential off-chain,
on the user’s wallet. The latter is also the approach used by
PayString Secure, although we provide mechanisms to register
the VC on the blockchain.

In a more practical sphere, we can take a look at the
work of [16], an initiative between the Delft University of
Technology and the Dutch Government that aims to create
a system based on SSI and biometric data for the issuance
of paperless passports. The system is reported as not ready
for large scale use yet, but dutch citizens can apply for an
experimental digital passport since 2018 [17].

Also important to mention is uPort [18], a platform that
provides tools, libraries and protocols for developers aiming to
create user-centric solutions based on SSI. uPort also uses the
concepts of DIDs and VCs; but unlikely HyperLedger Indy,
it does not have its blockchain, being built over Ethereum.
In this work, we opted to use Indy, since our goal is not to
develop an Ethereum-based solution but to add a security layer
to PayString, which is blockchain agnostic. In this context,
Indy gives a more open solution.

VI. CONCLUSION AND FUTURE WORK

Being the first to address the performance of PayString,
we also propose a security and privacy extension for it. Our
security and privacy extension concerns the access control
mechanism of PayString, so we propose both a formal model
and a way to integrate it with DID to use VCs.

We evaluate the performance using a real-life testbed de-
ployed on G5k, and our experimental results show an overhead
which, given the privacy and security advantages offered, can
be acceptable in practice, thus making the actual implementa-
tion feasible.

Future work concerns reducing the overhead, investigating
the usage of Distributed Hash Tables (DHT) to improve the
service reliability; integrity of information is also a potential
challenge for those who will run a server because while the
data will be accessible to clients, the service providers will
know nothing about what is happening inside the server.
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